**Arrays in C#**

**Arrays in C# with Examples**

In this article, I am going to discuss the **Arrays in C#** with examples. It is one of the important concepts in programming languages. Arrays are there from our traditional programming languages such as C, C++ and are also available in C#. As part of this article, we are going to discuss the following pointers.

1. **Why do we need arrays in programming?**
2. **What is an Array in C#?**
3. **Types of Arrays in C#.**
4. **Understanding the memory representation of the array in C#.**
5. **One Dimensional Array in C# with Examples**
6. **What is the difference between for loop and for each loop in C# to access array values?**
7. **What is the Array class in C#?**
8. **Understanding the Array class methods and properties.**
9. **What is Implicitly Type Array in C#?**

**Why do we need Arrays in programming?**

As we know a primitive type variable such as int, double can hold only a single value at any given point in time. For example, **int no = 10;**. Here the variable **“no”** holds a value of **10**. As per your business requirement, if you want to store 100 integer values, then you need to create 100 integer variables which is not a good programming approach as it will take lots of time as well as your code becomes bigger. So to overcome the above problems, Arrays in C# are introduced.

**What is an Array in C#?**

In simple words, we can define an array as a collection of similar types of values that are stored in sequential order i.e. they are stored in a contiguous memory location.

**Types of Arrays in C#:**

C# supports 2 types of arrays. They are as follows:

1. **Single dimensional array**
2. **Multi-dimensional array**

In the Single dimensional array, the data is arranged in the form of a row whereas in the Multi-dimensional arrays in C# the data is arranged in the form of rows and columns. Again the multi-dimensional arrays are of two types

1. **Jagged array**: Whose rows and columns are not equal
2. **Rectangular array**: Whose rows and columns are equal

We can access the values of an array using the index positions whereas the array index starts from 0 which means the first item of an array will be stored at the 0th position and the position of the last item of an array will be the total number of the item – 1.

**Memory Representation of Arrays in C#:**

Please have a look at the following diagram:
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As you can see in the above diagram, we have an integer array with 10 elements. The array index is starting from 0, which stores the first element of the array. As the array contains 10 elements, so the last index position will be 9. The Array values or elements are stored sequentially in the memory i.e. contiguous memory location and this is the reason why it performs faster.

In C#, the arrays can be declared as fixed-length or dynamic. The Fixed length array means we can store a fixed number of elements while in the case of the dynamic array, the size of the array automatically increases as we add new items into the array.

**Note:**The Arrays in C# are reference types that are derived from the System.Array class.

**Can we use a for each loop to iterate on arrays in C#?**

Yes. Since the arrays in C# are derived from the **System.Array** class which implements the **IEnumerable**, so we can use the for-eachloop to iterate on arrays in C#.

**One Dimensional Array in C# with Examples:**

The array which stores the data in the form of rows in a sequential order is called a one-dimensional array in C#. The syntax for creating a one-dimensional array in C# is given below.
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As you can see in the above image, we can initialize an array in C# either by using the **new** keyword or using the **argument** values.

**One-dimensional Array Example in C#.**

In the below example, first, we create an array with size 6. To check what default values an array in c# store, without initializing the array, we are printing the values on the console using a for loop. Then again, using a for loop we are assigning the elements to the array. Finally, we are accessing the array elements and printing the values on the console using a for each loop.

**namespace** *ArayDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Creating an array with size 6

**int[]** arr = new **int[**6**]**;

//accessing array values using loop

//Here it will display the default values

//as we are not assigning any values

**for** **(int** i = 0; i **<** 6; i++**)**

**{**

Console.Write**(**arr**[**i**]** + " "**)**;

**}**

Console.WriteLine**()**;

**int** a = 0;

//Here we are assigning values to array using for loop

**for** **(int** i = 0; i **<** 6; i++**)**

**{**

a += 10;

arr**[**i**]** = a;

**}**

//accessing array values using foreach loop

**foreach** **(int** i in arr**)**

**{**

Console.Write**(**i + " "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Output: As you can see in the below output, the default values 0, will store for integer type array.
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In this example, we have used a special loop called for each loop to access the array elements in C#. Let us first understand what this for each loop is and then we will see the difference between for and for each loop in C#.

**For each loop in C#:**

This for each loop is specially designed in C# for accessing the values from a collection like an array. When we use a for-each loop for accessing the values of an array or collection, we only require to hand over the array or collection to the loop which does not require any initialization, condition, or iteration. The loop itself starts its execution by providing access to each and every element present in the array or collection starting from the first up to the last element in sequential order.

**What is the difference between for loop and for each loop in C# to access array values?**

In the case of for loop in C#, the loop variable refers to the index of an array whereas, in the case of a for-each loop, the loop variable refers to the values of the array.

Irrespective of the values stored in the array, the loop variable must be of type **int** in case of for loop. The reason for this is, here the loop variable is referring to the index position of the array.  Coming to the for-each loop, the data type of the loop variable must be the same as the type of the values stored in the array. For example, if you have a string array then the loop variable must be of type **string** in case of the for-each loop in C#.

The most important point that you need to keep in mind is that the for loop in C# can be used both for accessing values from an array as well as assigning values to an array whereas the for-each loop in C# can only be used for accessing the values from an array but not for assigning values into an array.

**What is the Array class in C#?**

The **Array** class is a predefined class that is defined inside the **System** namespaces. This class is working as the base class for all the arrays in C#. The **Array** class provides a set of members (methods and properties) to work with the arrays such as creating, manipulating, searching, reversing, and sorting the elements of an array, etc. The definition of the Array class in C# is gen below.
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The Array class in C# is not a part of the **System.Collections** namespace. It is a part of the **System** namespace. But still, we considered it as a collection because it is Implements the **IList** interface. The Array class provides the following methods and properties:

1. **Sort(<array>):**Sorting the array elements
2. **Reverse (<array>):**Reversing the array elements
3. **Copy (src, dest, n):**Copying some of the elements or all elements from the old array to the new array
4. **GetLength(int):**A 32-bit integer that represents the number of elements in the specified dimension.
5. **Length:**It Returns the total number of elements in all the dimensions of the Array; zero if there are no elements in the array.

Example: Array class Methods and Properties in C#

Let’s see an example for understanding the Method and Properties of the Array class in C#.

**using** *System;*

**namespace** *ArayDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Declaring an array

**int[]** arr = **{** 17, 23, 4, 59, 27, 36, 96, 9, 1, 3 **}**;

//Printing the array elements

Console.WriteLine**(**"The Array Contains the Below Elements:"**)**;

**for** **(int** i = 0; i **<** arr.Length; i++**)**

**{**

Console.Write**(**arr**[**i**]** + " "**)**;

**}**

Console.WriteLine**()**;

//Sorting the array elements

Array.Sort**(**arr**)**;

//Printing the array elements after sorting

Console.WriteLine**(**"The Array Elements After Sorting:"**)**;

**foreach** **(int** i in arr**)**

**{**

Console.Write**(**i + " "**)**;

**}**

Console.WriteLine**()**;

//Reversing the array elements

Array.Reverse**(**arr**)**;

//Printing the array elements in reverse order

Console.WriteLine**(**"The Array Elements in the Reverse Order :"**)**;

**foreach** **(int** i in arr**)**

**{**

Console.Write**(**i + " "**)**;

**}**

Console.WriteLine**()**;

//Creating a new array

**int[]** brr = new **int[**10**]**;

//Copying some of the elements from old array to new array

Console.WriteLine**(**"The new array elements:"**)**;

Array.Copy**(**arr, brr, 5**)**;

//We declare the array with size 10. we copy only 5 elements. so the rest

//5 elements will take the default value. In this array, it will take 0

**foreach** **(int** i in brr**)**

**{**

Console.Write**(**i + " "**)**;

**}**

Console.WriteLine**()**;

Console.WriteLine**(**"brr Array Length :" + brr.Length**)**;

Console.WriteLine**(**"brr Array Length :" + brr.GetLength**(**0**))**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**
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**Understanding the Implicitly Typed Arrays in C#:**

When we declare an array by using the “var” keyword then such types of arrays are called implicitly typed arrays in C#.  
Example: **var arr = new[] {10, 20, 30 , 40, 50};**  
Let us see an example for understanding the implicitly typed array in C#.

**namespace** *ArayDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

var arr = new**[]** **{** 17, 23, 4, 59, 27, 36, 96, 9, 1, 3 **}**;

**for** **(int** i = 0; i **<** arr.Length; i++**)**

**{**

Console.Write**(**arr**[**i**]** + " "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**
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**2d Array in C#**

**2d Array in C# with Examples**

In this article, I am going to discuss the **2d Array in C#** with Examples. Please read our previous article before proceeding to this article where we discussed [**one-dimensional Arrays in C#**](https://dotnettutorials.net/lesson/arrays-csharp/) with examples.  As part of this article, we are going to discuss the following pointers which are related to the Two-Dimensional Array in C#.

1. **What is a Two-Dimensional Array in C#?**
2. **Understanding the rectangular and jagged array in C# with examples.**

**What is a Two-Dimensional Array in C#?**

The arrays which store the elements in the form of rows and columns are called Two-Dimensional Array in C#. The two-dimensional array which is also called multidimensional array is of two types in C#. They are as follows

1. **Rectangular array**: The array whose rows and columns are equal are called a rectangular array
2. **Jagged array**: The array whose rows and columns are not equal are called a jagged array

**Rectangular 2d Array in C#:**

Let us first understand the syntax of the Two-Dimensional Array in C#. Please have a look at the following diagram.
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**Let us see an example for a better understanding of the rectangular array in C#.**

**namespace** *TwoDimensionalArayDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**int[**,**]** arr = new **int[**4, 5**]**;

**int** a = 0;

//printing the values of 2d array using foreach loop

//It will print the default values as we are not assigning

//any values to the array

**foreach** **(int** i in arr**)**

**{**

Console.Write**(**i + " "**)**;

**}**

Console.WriteLine**(**"\n"**)**;

//assigning values to the array by using nested for loop

**for** **(int** i = 0; i **<** arr.GetLength**(**0**)**; i++**)**

**{**

**for** **(int** j = 0; j **<** arr.GetLength**(**1**)**; j++**)**

**{**

a += 5;

arr**[**i, j**]** = a;

**}**

**}**

//printing the values of array by using nested for loop

**for** **(int** i = 0; i **<** arr.GetLength**(**0**)**; i++**)**

**{**

**for** **(int** j = 0; j **<** arr.GetLength**(**1**)**; j++**)**

**{**

Console.Write**(**arr**[**i, j**]** + " "**)**;

**}**

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output**:

![two-dimensional array in C#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAi4AAABJCAMAAAAt+l0mAAAAmVBMVEXKzdDDxskYg9f////Jy8/CxMfGys6/wsd4fYN0eH4AAACWmZ2RlJiipamcn6OqrbGkp6uxtbmrrrMATInAwMClbCuJTAAAK2ylwMAAACtspcDAiUxMicDApWwrAAAAAEyJwMDAwKVsKwCJbGylwKVsbInAwIlMAAArbKWwtLiqrrKlbEyJwKVMTImJTExMbKVMACuwtLeqrrG9iTzkAAAEYklEQVR42u2c2W7jRhQFmcmu7BG12JYsiZnYyr78/8dF7Z6oMCgB7gcOQBCnHgbGPVOUyT4WSQlg13305uMQ2ug++TR1Ca10n32euoRWui++fLMIoY3uq69Tl9BK9823qUtopfvu+9QltNL98GPqEsC4Lsu+71cLyGS8yax4qcuyXy822xXTTEabzKsvpS539w+Xn3b7x+s0kzEnM6LUZbNdLxaH42m4TjMZczIjSl2Wp+Gycz9t19dpJmNOZsS7umzeDpstO5bJaJM51uXnl78EdiyTsSYzrMtm+/Rc3zz/J5PRJvO7dqnX8Oc91/CZjDaZ353Ru08I1kwzGWcyt3MRn+pe9g0yGWsyr7bkO6OQuoTUJYBJXcLkSF1C6hJSlwAidQmTI3UJqUtIXQKI1CVMjtQlpC4hdQkgUpcwObpffk1dQuoSUpdQMalLmBypS0hdQuoSQKQuYXKkLiF1CalLAJG6hMmRugRoq8uy7/WwgHP/sFjwcFhHWLArAyxHturkNGApknVNn56xFNliguXIVp1hAZGsw7GvIyxFWHC+DPaPvJajm5aOvKKWVbYO1KUc2/fYbH+7Lxvi4bCObO0eqoClqFrifBqwFN227u5LJ7AU2WKC5civtasjLEe26vg0YDmydb5MDscHXguIsPgtyvawHDWssvTGuhx+H+7Khng4rCMsqAaWomqZw3GNpchWPXp/XKZYimQxwVI0jtV+NDStxcBSVCwdo5pjKWpZZfS2ukA1eTisIix5WI11KQaWomqpYasyxVIkiwlWy8LvVgtbRFjAOwiWIlt1rco/WIpsbd4OpUlYg6OWVUZ/9dplrQ3dejgs0dXSKmIpwtJBwlJkq87LAcBSJIsJliJbh+Ofx3LRgOXIVj1Ssohs1UruH8+nAcsRFsm6vvFgKWpZZXRwXQrnfuUN8XBYR7Iqu9OApchWXZ+SYCmSVQ9D6QSWIllMsBTZOhzrSQ9LkS3WCksRlq67sBTJqt0rj9rEUtSyyuigurBZbYiHwyqyVdj1K1lEsjh4KyxFWDqxYSmyxQRLkaxy+q/HFEsRlt4ZsRTJqrtbjhSWIln1Xmv/1439ImpZZXRQXfj9tSEeDqtIFu3FUiSLCZYiWZz5sRSN8FqcRMt/xlKEpXcQLEUFXc/WuxksRVi6McVS1LLK6K/Upd6haUM8HFYRFizLbbwtIiyvE5YiW7u+8vT31VL0jAV1wmsp4gfdkmApwtJNNpYiW7V/59OApQhLt0dYilpWGR1UF35/bYiHwyrCUiWwFMlCwFKEpfscLEWymGA5srU8DWWxsBRh6TSK5QiLY/vy4cr+EUsRljaJpahpla27Li+f+7Ga/IWeBj7PdITFldgLayxHt1+r7AWWIix1AkuRLCZYimzV0QrLEZbLh+UIiyNVR1iObJ3rYmE5en2Vr3q+Mwr5ijFA6hImR+oSUpeQugQQqUuYHKlLSF1C6hJApC5hcqQuIXUJH4bun39Tl9DKf8Pm/hsgQaA+AAAAAElFTkSuQmCC)

In the above example, we assigned the two-dimensional array element using nested for loop. It is also possible that we can assign the values to a two-dimensional array in C# at the time of its declaration:

**Assigning values to two-dimensional array in C# at the time of declaration:**

**namespace** *TwoDimensionalArayDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Assigning the array elements at the time of declaration

**int[**,**]** arr = **{{**11,12,13,14**}**,

**{**21,22,23,24**}**,

**{**31,32,33,34**}}**;

//printing values of array using for each loop

**foreach** **(int** i in arr**)**

**{**

Console.Write**(**i + " "**)**;

**}**

Console.WriteLine**(**"\n"**)**;

//printing the values of array using nested for loop

**for** **(int** i = 0; i **<** arr.GetLength**(**0**)**; i++**)**

**{**

**for** **(int** j = 0; j **<** arr.GetLength**(**1**)**; j++**)**

**{**

Console.Write**(**arr**[**i, j**]** + " "**)**;

**}**

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![two-dimensinal Arrays in C#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAUwAAABKCAMAAADnnp3EAAAAaVBMVEXDxskYg9f////CxMe/wsd0eH4AAACRlJicn6Okp6urrrMrbKXAwMDAiUxMicCJTAAATInAwKVsKwDAwIlMAAAAK2ylwMClbExspcAAACsAAEyJwKWJwMBMTImlbCvApWwrAACqrrKqrrHiYRLQAAACnElEQVR42u2by2obQRQF5bwTT2ZG4zwkJ1HS+f+PtFCLcxZlI9z0ohfnLsxFNUyRijHYcHe7uzeZTrNLzI4x3yZmv5jvErNfzPd3HzKdZvcxMfvF/JSY/WJ+Tsx+Mb8kZueY99PX81ctHn8yT9O0PIvWM9lvz6FKH75dV78HLiMtRHIR0aWH7QKiy8gLkV2M+f3Hz8PFpUWjT+bz11VWIcWrDqLjYbLU74HLSAuRXER06WG5iOAy0kJkF2M+/tqOF5eWOvhEK9Hj7wWouh/+QHqGcBlpIZKLiC49LBcRXEZaiOxizNv/Bq9A+l5cgKr6tFYpYUNMuYDo8sN8nZEgkBYguVpjXsu8hOa//4jq55DW98AlpAVILiK69LBcRHAZaSGCqyXmvN+I6s9lE6PrfyOk9T1wCWkBkouILj0sFxFcQl6I7GqPOU8nIH/zn4DqV0j1HriEtADJBQSXHpaLCC4jLURytce8r04gffcTrfsNUr0HLiEtQHIB0eWH5SKCy0gLkVytMdfpSl4Rc57qSKv3wCXkhcguIrteF5Ou2zHtaoppJ1HFy4uoKlEFrlst6TKiyw/LRQSXkRciuxizht5vWkT1yfEwXWYhuiz1xUCQ6j1wGWkhkouILj0sFxFcQl6AFDO/m3vyh46RJzETc8xJzMQccxIzMcecxEzMMScxE3PMSczEHHMSMzHHnF1JzMQccRIzMcecxEzMMScxE3PMSczEHHMSMzHHnMTsGjN3QP3ugErugPrdAZXcAfW7Ayq5A+p3B1RyB9TvDqjkDqjfHVDJHVC/O6CSO6B+d0Ald0AAzXdAJXdAmOY7oJI7oOY7oPxu7skfOkaexEzMMScxE3PMSczEHHMSMzHHnMRMzDEnMXvG/J+Y3eYJ212UcOVOffYAAAAASUVORK5CYII=)

**Jagged Array in C#:**

These are also two-dimensional arrays that will also store the data in the forms of rows and columns. But here in the jagged array, the column size will differ from row to row. That means if the first row contains 5 columns then the second row may contain 4 columns while the third row may contain 10 columns. So the point that you need to remember is if the column size varies from row to row then it is a jagged array. If the column size remains the same for all the rows then it is a rectangular two-dimensional array.

The jagged array in C# is also called the array of arrays. This is because in the case of the jagged array each row is a single dimensional array. So a combination of multiple single-dimensional arrays with different column sizes form a jagged array in C#.

**Syntax:  <type> [][] <name> = new <type> [rows][];**

**Example:**

**int** **[][]** arr = new **int[**3**][]**;

//Or

**int** **[][]** arr = **{**list of values**}**;

To declare a jagged array in C#, at the time of its declaration, you only need to specify the number of rows that you want in the array. for example

**int [][] arr = new int[4][];**

In the above array declaration, we are specifying that we want four rows in the array. Once you specify the number of rows that you want in the array, then you need to initialize each row with the number of columns by using a single dimensional array as shown below.

**arr[0] = new int[5]; // we want five columns in the first row**  
**arr[1] = new int[6]; // we want six columns in the first row**  
**arr[2] = new int[4]; // we want four columns in the first row**  
**arr[3] = new int[5]; // we want five columns in the first row**

**Example of the jagged array in C#:**

**namespace** *TwoDimensionalArayDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Creating an jagged array with four rows

**int[][]** arr = new **int[**4**][]**;

//Initializing each row with different column size

// Uisng one dimensional array

arr**[**0**]** = new **int[**5**]**;

arr**[**1**]** = new **int[**6**]**;

arr**[**2**]** = new **int[**4**]**;

arr**[**3**]** = new **int[**5**]**;

//printing the values of jagged array using nested for loop

//It will print the default values as we are assigning any

//values to the array

**for** **(int** i = 0; i **<** arr.GetLength**(**0**)**; i++**)**

**{**

**for** **(int** j = 0; j **<** arr**[**i**]**.Length; j++**)**

**{**

Console.Write**(**arr**[**i**][**j**]** + " "**)**;

**}**

**}**

Console.WriteLine**()**;

//assigning values to the jagged array by using nested for loop

**for** **(int** i = 0; i **<** arr.GetLength**(**0**)**; i++**)**

**{**

**for** **(int** j = 0; j **<** arr**[**i**]**.Length; j++**)**

**{**

arr**[**i**][**j**]** = j++;

**}**

**}**

//print values the values of jagged array by using foreach loop within for loop

**for** **(int** i = 0; i **<** arr.GetLength**(**0**)**; i++**)**

**{**

**foreach** **(int** x in arr**[**i**])**

**{**

Console.Write**(**x + " "**)**;

**}**

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

When we run the application, it will give us the following output:

![Jagged Array in C#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXQAAAAvCAMAAADEg8HhAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAABXUExURQAAAGwrAMDApcCJTIlMAKXAwAArbP///8DAwABMiQAAK6VsK2ylwCsAAMClbMDAiUwAAB8kKEyJwB4jJx0hJiUnKCtspQAATInAwKXApYlsbGxsiUxMiRBwPOkAAAHOSURBVHja7Vlrb8MgDKTLY7Bs65Ztaff4/79zIdFSDBZBCAdpuvuUXh2fdVGIwer17f3jHjgUCqZXMl0BxwKmw3SYDsD0/2a60VoPhAcjwbimG92qvhtIPJjyjGv6w2MzX43PTxsLRoIhpvddq9TlenfaWDASDDHdzH/03ZcN+nszwAgwvun956mnN4Apznimfy9Pxb0BTHnGW9PPL+vrcFuPwJRnmO5lCr68YMoyXJ/eBj0mmLJMuCNtg90UmNIMzl5w4AXTAZgO0wGYDtMBmA7TAW5HujffG9kdlz+NMtoe88RijsycpyVXc3j2Ep/vjc3KxmLsKQ+VqZs5T0uuZtf05PneSsdipvOPK1M3c56WXM3E9OT5HpHhYi7XwbgydTPnacnVTExPnu/NWVQ0Zn7SRKZu5jwtuZp909Pme6P7IJkY+8O3pmLmPC25mj3T0+Z7I/k6hzHL++ZZUzNznpZczd6anjTfm2hHFMYs197KWzNznpZczUz3sjffM7phviNujO1dLW5CdTPnacnVzPXpexO/Juj8uRmgYbrpeplztORqDnek8fne3OcvaCMxnEzNzLlacjXj7AUHXjAdgOkwHYDpMB2A6TAd2PALjoJ+N2afPZUAAAAASUVORK5CYII=)

In the above example, we are assigning the elements of the jagged array by using nested for loop. It is also possible to assign the values of the jagged array at the time of its declaration.

**Assigning jagged array at the time of its declaration:**

**namespace** *TwoDimensionalArayDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

// Assigning the values of the jagged array

// at the time of its declaration

**int[][]** arr = **{**

new **int[**4**]{**11,12,13,14**}**,

new **int[**5**]{**21,22,23,24,25**}**,

new **int[**3**]{**31,32,33**}**

**}**;

//printing the values of jagged array by using nested for loop

**for** **(int** i = 0; i **<** arr.GetLength**(**0**)**; i++**)**

**{**

**for** **(int** j = 0; j **<** arr**[**i**]**.Length; j++**)**

**{**

Console.Write**(**arr**[**i**][**j**]** + " "**)**;

**}**

**}**

Console.WriteLine**()**;

//print the values of jagged array by using foreach loop within for loop

**for** **(int** i = 0; i **<** arr.GetLength**(**0**)**; i++**)**

**{**

**foreach** **(int** x in arr**[**i**])**

**{**

Console.Write**(**x + " "**)**;

**}**

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Assigning jagged array at the time of its declaration](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAU0AAAA1CAMAAADyKEnuAAAASFBMVEX///8AAAArbKXAwMDAiUxMicCJTAAATInAwKVsKwDAwIlMAAAAK2ylwMClbExspcAAACsAAEyJwKWJwMBMTImlbCvApWwrAACPhNLpAAACPUlEQVR42u2Z207jQBBENx5sx+wlYXeB//9TYjyqEpwwKBYPg1T11PJRd81ULlLSP6IoiqLbdIi+TkkzafaqpJk0e9Wa5lDu1lKF5CdjKWW6iuYLOS7X0Ebvf9bSc+BlpIJIXkTwQpcn+sw+BpDaiVRcT/PX7z+ndaIKyU/Gu3XGBFQ11NlA51PxDT0HXkYqiORF1PSa62NJc3QMILcTuWCaD3+X8+tEFZvwRCXRw7/pOhru/+MqFwgvIxVE8iJqeDFNzdExiNxO5IJpfn4Jl0B6N05Am+VjvQrhjjTlBdT0wmPNoZORIJCKvWnWaD5C49MzUH2Oq9Q5bgdSASQvoJbXXPBFrDk6BpDaiVzsT3M8LkD1y9nEqL5+uGGdo3YgFUDyAmp7XTQU56I5OgaR24lc7E9zLD4PP+lmRvyYeU6lQC6I7EXU9lq53kue42MAqZ1Ixb40/eIS+QNANB8X3FBz1A6kAkheQPBqdfmJjkGkdiIVu9OcSyU3pDmWTbqj5sBLSAUQvIwaXv4Cxfnbaar969P0ZKINTx8i3U9z6HVDmPYiopc0GnmOjkHkdiIXTLO+rMdFhZienE/l/e8Jd+kdAYQbag68jFQQyYuo5TWU8i4ZzdExgNROVIv8Tn+r/OvRt5Jm0uxVSTNp9qqkmTR7VdLMXqgqe6HshQ6H7IUuyl4oe6HshazshbIXkrIXyl4oeyEre6HshV6VvdB3UdJMmr0qaSbNXpU0k2avSppJs1clzaTZq5Jm0uxVL/akgnLwDSjOAAAAAElFTkSuQmCC)

**Advantages and Disadvantages of Arrays in C#**

**Advantages and Disadvantages of Arrays in C#**

In this article, I am going to discuss the **Advantages and Disadvantages of Arrays in C#** with examples. This is one of the most frequently asked C# interview questions. Before proceeding to this article, I strongly recommended you read the following two articles.

[**Arrays in C#**](https://dotnettutorials.net/lesson/arrays-csharp/) – Here we discussed the basics of the array along with a one-dimensional array with examples.

[**Two-Dimensional Arrays in C#**](https://dotnettutorials.net/lesson/two-dimensional-array-in-csharp/) – Here we discussed the two-dimensional arrays along with jagged array in C# with examples.

**Advantages of using an Array in C#:**

The advantages of using an array in C# are as follows:

1. It is used to represent similar types of multiple data items using a single name.
2. We can use arrays to implement other data structures such as linked lists, trees, graphs, stacks, queues, etc.
3. The two-dimensional arrays in C# are used to represent matrices.
4. The Arrays in C# are strongly typed. That means they are used to store similar types of multiple data items using a single name. As the arrays are strongly typed so we are getting two advantages. First, the performance of the application will be much better because boxing and unboxing will not happen. Secondly, runtime errors will be prevented because of a type mismatch. In this case, at compile time it will give you the error if there is a type mismatch.

**Example:**

In the following example, we create an integer array with the name numberArray. As it is an integer array so we can store only the integer values within the array. As you can see when we try to store a string value within the array, immediately it gives us a compiler error saying “**cannot implicitly convert a string to an integer**“. This is the reason why we call the arrays in C# are strongly typed.
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You can get the type mismatches and runtime errors with collection classes like **ArrayList**, **Queue**, **Stack**, etc which are present in the **System.Collections** namespace. We will discuss collections in detail in our next article. But in this article, to make you understand the type mismatch let create an example using the ArrayList which is a collection in C#.

**Type Mismatch Example using ArrayList Collection in C#:**

In the following example, we create an array using the ArrayList collection with the name numberArray. The collection classes that are present in the System.Collections namespace such as **ArrayList** is loosely typed. the Loosely typed means, you can store any type of data into that collection. The **ArrayList** in C# is operated on object data type, which makes the ArrayList loosely typed. So you will not get any compile-time error, but when you run the application, you will get a runtime error.

**namespace** *ArayDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

ArrayList numberArray = new ArrayList**()**;

numberArray.Add**(**10**)**;

numberArray.Add**(**200**)**;

//No CompileTime Error

numberArray.Add**(**"Pranaya"**)**;

**foreach(int** no in numberArray**)**

**{**

//We Get Runtime Error

Console.WriteLine**(**no**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**When you run the application, at runtime you will get the following exception.**
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**Disadvantages of using Arrays in C#:**

1. The array size is fixed. So, we should know in advance how many elements are going to be stored in the array. Once the array is created, then we can never increase the size of an array. If you want then we can do it manually by creating a new array and copying the old array elements into the new array.
2. As the array size is fixed, if we allocate more memory than the requirement then the extra memory will be wasted. On the other hand, if we allocate less memory than the requirement, then it will create the problem.
3. We can never insert an element into the middle of an array. It is also not possible to delete or remove elements from the middle of an array.

To overcome the above problems Collections are introduced in C#.  
In the article, we are going to start [**Collections in C#**](https://dotnettutorials.net/lesson/collections-csharp/). Here, in this article, I try to explain the **Advantages and Disadvantages of Arrays in C#**with examples. I hope this article will help you with your needs. I would like to have your feedback. Please post your feedback, question, or comments about this article.

**Collections in C#**

**Introduction to Collections in C#**

In this article, I am going to give you a brief **Introduction to Collections in C#**. Please read our previous article where we discussed the [**advantages and disadvantages of arrays in C#**](https://dotnettutorials.net/lesson/advantages-and-disadvantages-of-arrays-csharp/) with examples. As part of this article, we are going to discuss the following pointers in detail.
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So, let’s first understand what is the problem with the traditional array in C#, and then we will discuss how to overcome the problems using collections in C#.

**What are the Array and their disadvantages in C#?**

In simple words, we can say that the Arrays in C# are the simple data structure that is used to store similar types of data items in sequential order. Although the arrays in c# are commonly used, they have some limitations.

For example, you need to specify the array’s size while creating the array. If at execution time, you want to modify it that means if you want to increase or decrease the size of an array, then you need to do it manually by creating a new array or by using the Array class’s Resize method, which internally creates a new array and copies the existing array element into the new array.

**Following are the limitations of Array in C#:**

1. The array size is fixed. Once the array is created we can never increase the size of an array. If we want then we can do it manually by creating a new array and copy the old array elements into the new array or by using the Array class Resize method which will do the same thing means to create a new array and copy the old array elements into the new array and then destroy the old array.
2. We can never insert an element into the middle of an array
3. Deleting or removing elements from the middle of the array.

To overcome the above problems, the Collections are introduced in C# 1.0.

**What is a Collection in C#?**

The **Collections in C#** are a set of predefined classes that are present in the **System.Collections** namespace that provides greater capabilities than the traditional arrays. The collections in C# are reusable, more powerful, more efficient and most importantly they have been designed and tested to ensure quality and performance.

So in simple words, we can say a **Collection in C#** is a **dynamic array.** That means the collections in C# have the capability of storing multiple values but with the following features.

1. Size can be increased dynamically.
2. We can insert an element into the middle of a collection.
3. It also provides the facility to remove or delete elements from the middle of a collection.

The collection which is from .Net framework 1.0 is called simply **collections** or **Non-Generic collections in C#**. These collection classes are present inside the **System.Collections** namespace. The example includes are **Stack, Queue, LinkedList, SortedList, ArrayList, HashTable,** etc.

**Auto-Resizing of collections:**

The capacity of a collection increases dynamically i.e. when we keep adding new elements, then the size of the collection keeps increasing automatically. Every collection class has three constructors and the behavior of collections will be as following when created using a different constructor.

1. **Default Constructor:** It Initializes a new instance of the collection class that is empty and has the default initial capacity as zero which becomes four after adding the first element and whenever needed the current capacity becomes double.
2. **Collection (int capacity):** This constructor initializes a new instance of the collection class that is empty and has the specified initial capacity, here also when the requirement comes current capacity doubles.
3. **Collection (Collection):** It Initializes a new instance of the collection class that contains elements copied from the specified collection and that has the same initial capacity as the number of elements copied, here also when the requirement comes current capacity doubles.

**ArrayList in C#**

**ArrayList in C# with Examples**

In this article, I am going to discuss the **ArrayList in C#** with Examples. Please read our previous article before proceeding to this article where we discussed the [**Introduction of Collection in C#**](https://dotnettutorials.net/lesson/collections-csharp/). As part of this article, we are going to discuss the following important concepts of the ArrayList class.

1. **What is ArrayList in C#?**
2. **Understanding the Methods and Properties of ArrayList class in C#.**
3. **Examples of ArrayList class.**
4. **What is the difference between an Array and ArrayList?**

**What is ArrayList in C#?**

The **ArrayList in C#** is a collection class that works like an array but provides the facilities such as dynamic resizing, adding, and deleting elements from the middle of a collection. It implements the System.Collections.IList interface using an array whose size is dynamically increased as required.

**Methods and Properties of ArrayList Collection class in C#:**

The following are the methods and properties provided by the ArrayList collection class in C#.

1. **Add(object value):**This method is used to add an object to the end of the collection.
2. **Remove(object obj):**This method is used to remove the first occurrence of a specific object from the collection.
3. **RemoveAt(int index):**This method takes the index position of the elements and removes that element from the collection.
4. **Insert(int index, Object value):**This method is used to inserts an element into the collection at the specified index.
5. **Capacity:** This property gives you the capacity of the collection means how many elements you can insert into the collection.

**Example of ArrayList Collection class in C#:**

Let us see an example by using the above methods and properties of the ArrayList class. The code is self-explained so please go through the comments.

**using** *System;*

**using** *System.Collections;*

**namespace** *ArrayListCollection*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Createing ArrayList collection using default constructor

ArrayList al = new ArrayList**()**;

Console.WriteLine**(**"Initial Capacity: " + al.Capacity**)**;

al.Add**(**10**)**;

Console.WriteLine**(**"Capacity after adding first item: " + al.Capacity**)**;

al.Add**(**"hello"**)**;

al.Add**(true)**;

al.Add**(**3.14f**)**;

Console.WriteLine**(**"Capacity after adding fourth item: " + al.Capacity**)**;

al.Add**(**'A'**)**;

Console.WriteLine**(**"Capacity after adding 5th element: " + al.Capacity**)**;

//Printing the ArrayList elements using for loop

**for** **(int** i = 0; i **<** al.Count; i++**)**

**{**

Console.Write**(**al**[**i**]** + " "**)**;

**}**

Console.WriteLine**()**;

//Removing the values from the middle of the array list

//here we are removing by value

al.Remove**(true)**;

//You can also remove element by using index position

// al.RemoveAt(2);

//Printing the ArrayList elements using foreach loop after

// removing an element from the collection

**foreach** **(object** obj in al**)**

**{**

Console.Write**(**obj + " "**)**;

**}**

Console.WriteLine**()**;

//inserting values into the middle of the array list collection

al.Insert**(**2, **false)**;

// Printing the values of the collection using foreach loop after

// inserting an element into the middle of the collection

**foreach** **(object** obj in al**)**

**{**

Console.Write**(**obj + " "**)**;

**}**

Console.WriteLine**()**;

// creating new ArrayList collection by passing the old

// array list as parameter

ArrayList coll = new ArrayList**(**al**)**;

Console.WriteLine**(**"Initial capacity of new array list collection:" + coll.Capacity**)**;

// Printing the values of the new array list collection using foreach loop

**foreach** **(object** obj in coll**)**

**{**

Console.Write**(**obj + " "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![ArrayList in C#](data:image/png;base64,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)

**What is the difference between an array and an Array List in C#?**

This is one of the frequently asked interview questions in C#. So let us discuss the difference between an array and ArrayList.

**Array:**

1. Fixed Length
2. Cannot insert into the middle
3. Cannot delete from middle

**ArrayList:**

1. Variable Length
2. Can insert an element into the middle of the collection
3. Can delete element from the middle of the collection

**Hashtable in C#**

**Hashtable in C# with Examples**

In this article, I am going to discuss the **Hashtable in C#** with Examples. Please read our previous article where we discussed the [**ArrayList Collection in C#**](https://dotnettutorials.net/lesson/arraylist-collection-csharp/)with examples. Before understanding the Hashtable in C#, let us first understand the problems that we face with Array and ArrayList collection in C#.

**Problems with Array and ArrayList Collection in C#:**

In the case of [**Array**](https://dotnettutorials.net/lesson/arrays-csharp/)and [**ArrayList**](https://dotnettutorials.net/lesson/arraylist-collection-csharp/)in C#, we can access the elements from the collection using a key. That key is nothing but the index position of the elements which is starts from zero (0) to the number of elements – 1. But in reality, it’s very difficult to remember the index position of the element in order to access the values.

For example, let’s say we have an employee array that contains the name, address, mobile, dept no, email id, employeeid, salary, location, etc. Now if I want to know the email id or dept no of the employee then it’s very difficult for me. This is because we need to access the value by using the index position. The following example shows this. Here we create a collection using ArrayList and then we are accessing the Location and EmailId by using the index position.

**namespace** *HasntableExample*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

ArrayList al = new ArrayList**()**;

al.Add**(**1001**)**; //EId

al.Add**(**"James"**)**; //Name

al.Add**(**"Manager"**)**; //Job

al.Add**(**3500**)**; //Salary

al.Add**(**"Mumbai"**)**; //Location

al.Add**(**"IT"**)**; //Dept

al.Add**(**"a@a.com"**)**; // Emailid

//I want to print the Location, index position is 4

Console.WriteLine**(**"Location : " + al**[**4**])**;

//I want to print the Email ID, index position is 6

Console.WriteLine**(**"Emaild ID : " + al**[**6**])**;

Console.ReadKey**()**;

**}**

**}**

**}**

If you have a huge number of elements in the collection, then it is very difficult to remember the index position of each element. So, it would not be nice, instead of using the index position of the element, if we can access the elements by using a key. This is where **Hashtable in C#** comes into the picture.

**What is a Hashtable in C#?**

The **Hashtable in C#** is a collection that stores the element in the form of “**Key-Value Pairs**”. The data in the Hashtable are organized based on the hash code of the key. The key in the HashTable is defined by us and more importantly, that key can be of any data type. Once we created the Hashtable collection, then we can access the elements by using the keys. The Hashtable class comes under the **System.Collections** namespace.

The Hashtable computes a hash code for each key. Then it uses that hash code to look up the elements very quickly which increases the performance of the application. Let us see an example for a better understanding of the Hashtable in C#.

**using** *System;*

**using** *System.Collections;*

**namespace** *HasntableExample*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Creating Hashtable collection with default constructor

Hashtable ht = new Hashtable**()**;

//Adding elements to the Hash table using key value pair

ht.Add**(**"EId", 1001**)**; //Here key is Eid and value is 1001

ht.Add**(**"Name", "James"**)**; //Here key is Name and value is James

ht.Add**(**"Job", "Developer"**)**;

ht.Add**(**"Salary", 3500**)**;

ht.Add**(**"Location", "Mumbai"**)**;

ht.Add**(**"Dept", "IT"**)**;

ht.Add**(**"EmailID", "a@a.com"**)**;

//Printing the keys and their values using foreach loop

Console.WriteLine**(**"Printing using Foreach loop"**)**;

**foreach** **(object** obj in ht.Keys**)**

**{**

Console.WriteLine**(**obj + " : " + ht**[**obj**])**;

**}**

Console.WriteLine**()**;

Console.WriteLine**(**"Printing using Keys"**)**;

//I want to print the Location by using the Location key

Console.WriteLine**(**"Location : " + ht**[**"Location"**])**;

//I want to print the Email ID by using the EmailID key

Console.WriteLine**(**"Emaild ID : " + ht**[**"EmailID"**])**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Hashtable in C#](data:image/png;base64,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)

When you are working with the Hashtable, then you need to understand two important methods are as follows.

**ContainsKey() Method:**

The ContainsKey() method of the Hashtable is used to check if a given key is present in the Hashtable or not. The following is the syntax for using the ContainsKey() method. If the given key is present in the collection then it will return true else it will return false.   
**Hashtable.Containskey(key)**

**ContainsValue() Method:**

The ContainsValue() Method of the Hashtable class is used to check if a value is present in the Hashtable or not. The following is the syntax for using the ContainsValue() Method. If the given value is present in the collection then it will return true else it will return false.  
**Hashtable.ContainsValue(value)**

**Let us see an example for a better understanding of the above two methods:**

**using** *System;*

**using** *System.Collections;*

**namespace** *HasntableExample*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Creating Hashtable collection with default constructor

Hashtable ht = new Hashtable**()**;

//Adding elements to the Hash table using key value pair

ht.Add**(**"EId", 1001**)**; //Here key is Eid and value is 1001

ht.Add**(**"Name", "James"**)**; //Here key is Name and value is James

ht.Add**(**"Job", "Developer"**)**;

ht.Add**(**"Salary", 3500**)**;

ht.Add**(**"Location", "Mumbai"**)**;

ht.Add**(**"Dept", "IT"**)**;

ht.Add**(**"EmailID", "a@a.com"**)**;

//Checking the key using the ContainsKey methid

Console.WriteLine**(**"Is EmailID Key Exists : " + ht.ContainsKey**(**"EmailID"**))**;

Console.WriteLine**(**"Is Department Key Exists : " + ht.ContainsKey**(**"Department"**))**;

//Checking the value using the ContainsValue method

Console.WriteLine**(**"Is Mumbai value Exists : " + ht.ContainsValue**(**"Mumbai"**))**;

Console.WriteLine**(**"Is Technology value Exists : " + ht.ContainsValue**(**"Technology"**))**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![ContainsKey and ContainsValue method of Hasjtable in C#](data:image/png;base64,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)

**Stack in C#**

**Stack in C# with Examples**

In this article, I am going to discuss the **Stack in C#** with examples. Please read our previous article before proceeding to this article where we discussed [**Hashtable in C#**](https://dotnettutorials.net/lesson/hashtable-csharp/) with examples. As part of this article, we are going to discuss the following important pointers related to Stack in C#.

1. **What is a Stack in C#?**
2. **How does a stack work?**
3. **Understanding the different methods of Stack in C#?**

**What is Stack in C#?**

The **Stack in C#** is a non-generic collection class that works in the **LIFO (Last In First Out)** principle. So, we need to use the Stack Collection in C#, when we need last in first out access to the items of a collection. That means the item which is added last will be removed first. When we add an item into the stack, then it is called pushing an item. Similarly when we remove an item from the stack then it is called popping an item. The Stack class belongs to the **System.Collections** namespace.

Let us understand the LIFO principle with an example. Imagine we have a stack of plates with each plate added on top of each other. The last plate which is added to the stack will be the first one to remove from the stack. It is not possible to remove a plate from the middle of the stack.

**Note:** The **Stack Collection in C#** allows both null and duplicate values.

**Methods of Stack class in C#:**

**Push():** The push() method is used to Inserts an object on top of the Stack.  
**Syntax: void Stack.Push(Object obj)**

**Pop():** The pop() method is used to remove and return the object at the top of the Stack. If there is no object (or element) present in the stack and if you are trying to remove an item or object from the stack using the pop() method then it will throw an exception i.e. **System.InvalidOperationException**  
**Syntax: Object stack.pop()**

**Peek():** The peek() method is used to return the object from the top of the Stack without removing it. If there is no object (or element) present in the stack and if you are trying to return an item (object) from the stack using the peek() method then it will throw an exception i.e. **System.InvalidOperationException**  
**Syntax: object Stack.Peek()**

**Example: Stack in C#**

Let us understand the methods of the Stack class using an example in C#.

**using** *System;*

**using** *System.Collections;*

**namespace** *StackCollectionDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Creating a stack collection

Stack s = new Stack**()**;

//Adding item to the stack using the push method

s.Push**(**10**)**;

s.Push**(**"hello"**)**;

s.Push**(**3.14f**)**;

s.Push**(true)**;

s.Push**(**67.8**)**;

s.Push**(**'A'**)**;

//Printing the stack items using foreach loop

**foreach** **(object** obj in s**)**

**{**

Console.Write**(**obj + " "**)**;

**}**

Console.WriteLine**()**;

//Removing and returning an item from the stack

//using the pop method

Console.WriteLine**(**s.Pop**())**;

Console.WriteLine**()**;

//Printing item after removing the last added item

**foreach** **(object** obj in s**)**

**{**

Console.Write**(**obj + " "**)**;

**}**

Console.WriteLine**()**;

//Returning the last item from the stack without removing it

//by using the peek method

Console.WriteLine**(**s.Peek**())**;

Console.WriteLine**()**;

//Printing the items after using the Peek method

**foreach** **(object** obj in s**)**

**{**

Console.Write**(**obj + " "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Stack in C#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAO4AAACXCAMAAAAlHZcZAAABMlBMVEXV1dUYg9f///8AAAC5rp2lj2amj2YAACtspcDAiUwATInAwMCmjmYrbKXApWwrAACJTAAAAEyJwMClbCvAwKVsKwDAwIlMAACljWaJbGylwKVMicAAK2ylwMClbEykjWVsKyuJwKVMTImkjGQrAEyki2OJTEyjimKiiWJsbImiiGGWg2daaXmTnKhSYXLR0tPP0dPP0NLNztLNzdLLzdLKzdLKzdHJzNHIzNFLW2y9vb3Nzc3U1NTU09PT09OIUDExbaGIu9IxMTGIudIxbKFsMTHS0tLS0dHR0dHQ0NHQ0NDPz9DOz8/Ozs/Nzs7Nzc7Mzc3LzM3KzM3Ky83Jy83Jy8zJyszIyszIyczHycvHyMvHyMrGx8rDxsnCxMe/wsd0eH6RlJicn6Okp6urrrOqrrLe8LBhAAAENklEQVR42u2bh3LbMAyGwbojtqrEo2mbyunee890771H0qbTev9XKCUopCnoYvXc5HwA/rs4GhTIjwB5PNwBwGwQJADTECRpuBtl4W6Shbt5cnG3TDXLj1pRFDX9xT8Ltma4cTQ9Q+22G51uZJVdecVRhK3dParXGC20u20Wr72Fpnu7fUclLn1I31KDLTIs2GmyL+d2hUNIhrttDY8vtm863bCnPn5dV3HA25/f7QnGxPUGkbZtbwJe2GOy4e6dCp62aK/+BpnHwO1020M3+2bRZm52/9i43iD+JkHcwgGLG0/PxMHTBOGJc/Fz/KG4remD3Szwi36abomR6W8TApyGXnmeY1w43g7FjfEVMYjddLrB6OGQsW973kHY7+Fu3g9+ixdurHZu0ATBtayZ4z1ui0a+m3CKa5+XcO0Y7Bw4OwTXLy5iEN3Un58L5haOmHy0uVWPa23gN9QXfoFR3HZ+7XDtPJLIb5GtCnvCjjxuMdHEToCLCwPJqnDtYPoh7lGDdtyUBzaIL/K1n0Q9iutXvMMtNnaH4E0QXPwNcakdiouDRCaCe8y+LOEeN9ZdmRCuwO2tYgk37nq4/lsazdQZBJfaqY9rH1pjJcfDCWPbIiLdfikZNistXoqLP/avPm4SRYUPCS5eUFwExZ6pwYIi6AtOGmzrdyScswLMB14SoY18ayjaVuPidpU1jyPqXlzjaLBEUO1dZ4fiojvyoRJc7KfkdzhlcK5Dj8XFecQ7Nxs//g83foqLbXpxE+2ErZPCf95gUiylVXC9nbho7C7we0cbGsSj4bDg9OSemddAcEZx+QrOysI9Jwv3vCzcC7JwLyouX8Ell6uSILjsclUSBFdcrkqC4GqRq5IRzXCtyFXJiGa4vpKrEhHNcGMlVyUimgFcrkpCNANgrkpINMOCy1VJiGZYcLkqCdEMC7LOzIrLWIrLWdJwbyouX8EtxeUruC0L944s3LuycO/Jwr0vC/eBLNyHsnAfKS5fKS5nKS5nKS5nwWNZuE8Ul6/g6aTgrkHFHxU8M3wr/ipx+Vb8UcFzw7fijwpeGL4Vf1Tw0vCt+KOCV4ZvxR8VvDZ8K/4qcflW/FHBG8O34q8Sl2/FHxW8NXwr/qpwJ+XMvC6Cd4rLV/BeFu4HWbgfZeF+Uly+gs+ycL+MzFVxqg+ExVq5Ki6CxXq5KiaCpVG5KlYVVbA0MlfFqQQFvo7MVfEJZYv7rUauik/9GCzXyFXx8S8sj8hV8aofg+81clWMduYfo3NVfE4ZDfgp68z8Sxbub1m4f2ThDhSXrxSXsxSXsxSXsxSXsxSXsxSXsxSXsxSXsxSXsxSXsxSXsyYHd31qAAeyagAHsmoAB7JqAFNZNYCprBrAVFYNYCqrBjCVVQOYyqoBTGXVAKayagDTSTkz/x8pruJKkeJyluJyluJyluJyluJy1l/0NFMbPo5tIgAAAABJRU5ErkJggg==)

**Let us discuss some other methods and properties of Stack Class:**

**Count:** The Count property of the Stack class is used to return the number of elements present in the Stack.  
**Syntax:** **Stack.Count**

**Contains():** The Contains() method of the Stack class is used to check whether an element is present in the Stack or not. If it presents, then it will return true else it will return false.  
**Syntax:** **Stack.Contains(element)**

**Clear():** The Clear() method of the Stack class is used to remove all the elements from the stack.  
**Syntax:** **Stack.Clear()**

**Example: Let us see an example for a better understanding of the above methods and properties**

**using** *System;*

**using** *System.Collections;*

**namespace** *StackCollectionDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Creating a stack collection

Stack s = new Stack**()**;

//Adding item to the stack using the push method

s.Push**(**20**)**;

s.Push**(**"hi"**)**;

s.Push**(**3.14f**)**;

s.Push**(true)**;

s.Push**(**12.3**)**;

s.Push**(**'P'**)**;

//Printing the stack items using foreach loop

**foreach** **(object** obj in s**)**

**{**

Console.Write**(**obj + " "**)**;

**}**

Console.WriteLine**()**;

//Using Count property to get the number of items

//present in the collection

Console.WriteLine**(**$"No of Elements in the Collection : {s.Count}"**)**;

Console.WriteLine**()**;

//Using the Contains method to check whether an item is present or not

Console.WriteLine**(**$"Is the value hi present in the collection : {s.Contains("hi")}"**)**;

Console.WriteLine**()**;

//Removing all the items from the collection using Clear() method

s.Clear**()**;

Console.WriteLine**(**$"No of Elements in the Collection after Clear() method : {s.Count}"**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Stack in C#](data:image/png;base64,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)

**Queue in C#**

**Queue in C# with Examples**

In this article, I am going to discuss the **Queue in C#** with examples. Please read our previous article before proceeding to this article where we discussed the non-generic collection [**Stack in C#**](https://dotnettutorials.net/lesson/stack-collection-csharp/)with some examples. As part of this article, we are going to discuss the following pointers of the Queue collection class in C#.

1. **What is a Queue in C#?**
2. **How does the Queue work?**
3. **Understanding the different methods of Queue Collection class in C#.**

**What is a Queue in C#?**

The Queue in C# is a non-generic collection class that works in the **FIFO (First In First Out)** principle. So, we need to use the Queue Collection in C#, when we need the first in first out access to the items of a collection. That means the item which is added first will be removed first from the collection. When we add an item into the queue collection, it is called enqueuing an item. Similarly when we remove an item from the queue collection then it is called dequeuing an item. The Queue class belongs to the **System.Collections** namespace.

Let us understand the FIFO principle with an example. Imagine a queue of people waiting for the ticket in a cinema hall. Normally, the first person who enters the queue will be the first person to get the ticket from the counter. Similarly, the last person who enters the queue will be the last person to get the ticket from the counter.

**Note:** The non-generic **Queue Collection class in C#** allows both null and duplicate values.

**Methods of Queue class in C#:**

**Enqueue():** This method is used to add an item (or object) to the end of the Queue.  
**Syntax:** **void Queue.Enqueue(object obj)**

**Dequeue():** The Dequeue() method of the Queue class is used to Remove and return the object from the beginning of the Queue. If there is no object (or element) present in the Queue and if we are trying to remove an item or object from the Queue using the pop() method then it will throw an exception i.e. **System.InvalidOperationException**  
**Syntax:** **object Queue.Dequeue()**

**Peek():**The peek() method of the Queue class is used to return the oldest object i.e. the object present at the start of the Queue without removing it. If there is no object (or element) present in the Queue and if we are trying to return an item (object) from the Queue using the peek() method then it will throw an exception i.e. **System.InvalidOperationException**  
**Syntax: object Queue.Peek()**

**Example: Let us understand the above methods of Queue class with an example.**

**using** *System;*

**using** *System.Collections;*

**namespace** *QueueCollectionDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Creating a queue collection

Queue q = new Queue**()**;

//Adding item to the queue using the Enqueue method

q.Enqueue**(**10**)**;

q.Enqueue**(**"hello"**)**;

q.Enqueue**(**3.14f**)**;

q.Enqueue**(true)**;

q.Enqueue**(**67.8**)**;

q.Enqueue**(**'A'**)**;

//Printing the queue items using foreach loop

**foreach** **(object** obj in q**)**

**{**

Console.Write**(**obj + " "**)**;

**}**

Console.WriteLine**()**;

//Removing and returning an item from the queue

//using the Dequeue method

Console.WriteLine**(**q.Dequeue**())**;

Console.WriteLine**()**;

//Printing item after removing the first added item

**foreach** **(object** obj in q**)**

**{**

Console.Write**(**obj + " "**)**;

**}**

Console.WriteLine**()**;

//Returning the first item from the queue without removing it

//by using the peek method

Console.WriteLine**(**q.Peek**())**;

Console.WriteLine**()**;

//Printing the items after using the Peek method

**foreach** **(object** obj in q**)**

**{**

Console.Write**(**obj + " "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Queue in C#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQkAAACZCAMAAAALpz+hAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAABaUExURQAAAMDAiUwAAGwrAGylwAAAKwBMif///8DAwMCJTEyJwAArbCtspYlMAInAwAAATMDApcClbCsAAKVsK6XAwKXApYnApaVsTIlsbCsATIlMTGwrK0xMiWxsiT9V8CUAAANnSURBVHja7ZvZktowEEWdAA7eA2aSyfb/vxltBi0WWGbmAeucBwoMUreuWy1XF118A02BBJMSAABPc9hX/qXyeDxWzptN0Zo1ydWN95WwLs5+O03zfTdvQn775at9XTMudFXO3RVDr0d1hTvT6ewZ9S48oLn83Jvb3IkP49NKKCccKa4m5ChHCfnl226xr7U9trRttOKboa9cT98Tpi6K4cdOr0m/1paMTygx9N2MCeXx3/VKlPZQx77+0DpTN29/9uOafNBcOrkCS2hxvTUhd0sLgRLtXMZQk83oN/RjOa9EefrVy3g3N6Say0W1vTAnJPQdrJ3d0J7Obdr2MMblzM3l3VqCiOTTWfiub4aJPV+JmbAsfJ9uo8T1mBJSBjHZTYnSn3nof/fXZHDYOyaai1i3o81BBESTtD0sJcTAxlFCCV2pSafY85TQ28C9P2WYMc0oOXtUiU69vyphG52UEB8m+2HUeQlIzqtu4wol/qmo6LzrwimTq+eU0Br4brmZ9/pj9RpTwlyeNWonH6O6F3XSYO0cQUrDOm17THlCDi3dPDE51cUyZkQJ3wXrx8uV6II0PMYsmlHW1CJGjjPH+RIlTPoNzg4VqFVMCe2Rv7qIErV5evBSfKiEfAnPJvuAqF2LWiQ7UWjHErfHwX6e6IpQCXE+dLFTtFZ5bQyegNSA+hgeuQ9iQmfNo2vUOi60rdvu0yYOe+WGJX9p9nLC9qivUVR6j23WgaaeBavpmVD8+PpGjR/9CfWy9IpsEwuUkGE9trZR90FydB6xJhNqM1RhULZp2wMAAAAAPrmOmRvxOmZm3Klj5kesjpmrEmEdM2MlvDpmvkr4dcx884Rfx8xVibCOmasSYR0zN+J1TAAAAAAAAAAAAAAAAAAA2BT5NY8nKLHp5vEPV0I58YLN45+jxIs2j99RIrPm8bgSuTWPx5XIrXn8fp7IqXl8gRKZNI8/VCKb5vGHSmTSPL5ECZrHAQAAAD68UkMdM7VmhRIosX0l1tYxN6fE6jrm5pRYV8fcap5YVcfcrhLJdcyNKrGijrlRJdLrmJtVIqmOCQAAAAAAAAAAAAAAAAAALwf/x7yjBH3lKUooJ+grN9BXfosC+sotx2aUoK+cvnJ3KvrK6SsPpqKvnL5y+soBAAAAAAAAYCX/Ad4YcUzS+tSnAAAAAElFTkSuQmCC)

**Let us discuss some other important methods and properties of Queue Class:**

**Count:** The Count property of the Queue class is used to return the number of elements present in the Queue Collection.  
**Syntax:** **Queue.Count**

**Contains():** The Contains() method of the Queue class is used to check whether an object (element) is present in the Queue or not. If it presents, then it will return true else it will return false.  
**Syntax:** **Queue.Contains(element)**

**Clear():** The Clear() method of the Queue class is used to remove all the elements from the queue collection.  
**Syntax: Queue.Clear()**

**Example: Let us see an example for a better understanding of the above methods and properties of Queue Class**

**using** *System;*

**using** *System.Collections;*

**namespace** *QueueCollectionDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Creating a queue collection

Queue q = new Queue**()**;

//Adding item to the qieue using the Enqueue method

q.Enqueue**(**10**)**;

q.Enqueue**(**"hi"**)**;

q.Enqueue**(**3.14f**)**;

q.Enqueue**(true)**;

q.Enqueue**(**67.8**)**;

q.Enqueue**(**'A'**)**;

//Printing the queue items using foreach loop

**foreach** **(object** obj in q**)**

**{**

Console.Write**(**obj + " "**)**;

**}**

Console.WriteLine**()**;

//Using Count property to get the number of items

//present in the queue collection

Console.WriteLine**(**$"No of Elements Present in the Collection : {q.Count}"**)**;

Console.WriteLine**()**;

//Using the Contains method to check whether an item is present or not

Console.WriteLine**(**$"Is the value hi present in the collection : {q.Contains("hi")}"**)**;

Console.WriteLine**()**;

//Removing all the items from the collection using Clear() method

q.Clear**()**;

Console.WriteLine**(**$"No of Elements in the Collection after Clear() method : {q.Count}"**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**
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**Advantages and Disadvantages of Non-Generic Collection in C#**

In this article, I am going to discuss the **Advantages and Disadvantages of Non-Generic Collection in C#**. Please read our previous article where we discussed [**Queue in C#**](https://dotnettutorials.net/lesson/queue-collection-class-csharp/) with Examples. Here we will discuss the advantages and disadvantages of using the ArrayList collection class which can also be applied to other non-generic collection classes such as Stack, Queue, and Hashtable, etc.

**Advantages of using ArrayList Collection class in C#:**

As we already discussed the non-generic collection classes can grow in size automatically when we add items into the collection and this is the advantage. Let us prove this with an example.

In the following example, we create a collection i.e. Numbers of the type ArrayList with the initial size 3. But we add the 4 elements into the collection, we did not get any errors. It works as expected. Hence, it proves the collection like **ArrayList, Stack, Queue, Hashtable**, etc. can grow in size dynamically when we add items into the collection. If this is an integer array, we will get the index out of the bound run time exception when we add the 4th element into the collection.

**Example:**

**namespace** *CollectionDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

ArrayList Numbers = new ArrayList**(**3**)**;

Numbers.Add**(**100**)**;

Numbers.Add**(**200**)**;

Numbers.Add**(**300**)**;

Numbers.Add**(**400**)**;

**foreach(int** Number in Numbers**)**

**{**

Console.Write**(**Number + " "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**
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The non-generic collection classes such as ArrayList, Stack, Queue, and Hashtable provide several useful methods to add and remove items to the collection as well as they also provide some methods using which we can add or remove items from the middle of a collection and this is the other benefits which we get in non-generic collection classes in C#.

**Disadvantages of using ArrayList in C#:**

The non-generic collection classes such as **ArrayList, Stack, Queue, Hashtable,** etc operate on the object data type. As they operator on object data type hence they are loosely typed. Loosely typed means you can store any type of value into the collection. Because of this loosely typed nature, we may get runtime errors.

Not only we get run time errors because of the loosely-typed nature, but it also affects the performance of the application due to boxing and unboxing. Let us understand this with an example.

In the following example, we create a non-generic collection i.e. Numbers of the type ArrayList with the initial size 2. Then we are storing two elements such as 100 and 200. These two items 100 and 200 are integers as well as value types.

The collection classes belong to **System.Collections** namespace operates on the object data type. The object data type in C# is a reference data type. So the value that we storing in the collection is converted to reference type. So in our example, the values 100 and 200 are boxed and converted into the reference type. In our example, we just stored two values. Consider a scenario where we need to store 1000 integers values. Then all the 1000 integers are boxed, meaning they are converted into reference types and then stored in the collection.

Similarly, when we want to retrieve the items from the collection, then again we need to covert the object type back to the integer type meaning performing an unboxing. So this unnecessary boxing and unboxing happen behind the scenes every time we add and retrieve value types to the collection. So if you are operating on a large collection of value types then it may degrade the performance of your application.

**Example:**

**namespace** *CollectionDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

ArrayList Numbers = new ArrayList**(**2**)**;

// Boxing happens - Converting Value type (100, 200) to reference type

// Means Integer to object type

Numbers.Add**(**100**)**;

Numbers.Add**(**200**)**;

// Unboxing happens - 100 and 200 stored as object type

// now conveted to Integer type

**foreach** **(int** Number in Numbers**)**

**{**

Console.Write**(**Number + " "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**So in short: Problems with non-generic Collection Classes in C#:**

Non-generic collection classes are not type-safe as they operate on object data type so they can store any type of value.

1. Array is type-safe
2. Array List, HashTable, Stack, and Queue are not type-safe

For example, if I want to store n no of integer values

1. I cannot go with an array as arrays are fixed lengths. In this case, the length is unknown
2. I can go with array list or hash table but if we go with array list or hash table then there is a chance of storing other types of values as they are not type-safe as they operate on the object data type

So the solution is Generic collections in C#.

1. **Array**: Type-safe but fixed length
2. **Collections**: Auto Resizing but not type-safe
3. **Generic Collections**: Typesafe and auto-resizing

**Generic Collections in C#**

**Generic Collections in C#**

In this article, I am going to give a brief introduction to **Generic Collections in C#**. Please read our previous article where we discussed the [**Advantages and Disadvantages of the Non-Generic Collection**](https://dotnettutorials.net/lesson/advantages-and-disadvantages-of-collection/)in C#. As part of this article, first, we will discuss the problems of non-generic collections and then we will discuss how to overcome the non-generic collection problems with generic collections in C#. Finally, we will discuss some of the generic collection classes examples in C#.

The **Generic Collections in C#** are introduced as part of C# 2.0. You can consider this Generic collection as an extension to the non-generic collection classes which we have already discussed in our previous articles such as [**ArrayList**](https://dotnettutorials.net/lesson/arraylist-collection-csharp/), [**Hashtable**](https://dotnettutorials.net/lesson/hashtable-csharp/), [**Stack**](https://dotnettutorials.net/lesson/stack-collection-csharp/), and [**Queue**](https://dotnettutorials.net/lesson/queue-collection-class-csharp/).

**Problems with Non-Generic Collections in C#**

The non-generic collection classes such as ArrayList, Hashtable, Stack, and Queue are worked on the object data type. That means the elements are added to the collection are of an object type. As these non-generic collection classes worked on object data type, we can store any type of values that may lead to a runtime exception due to type mismatch. But with **Generic Collections in C#**, now are able to store a specific type of data (whether a primitive type or a reference type) which provides type safety by eliminating the type mismatch at run time.

The second problem with non-generic collection classes is that we get performance overhead. The reason for this is boxing and unboxing. As we already discussed these collection classes are worked on the object data type. So if we are storing value type data into the collection, then those value type data are first converted into object type and then only store into the collection which is nothing but performing boxing. Similarly, if we want to retrieve the data from the collection, then we need to convert the data from object type to value type means performing unboxing. Due to this boxing and unboxing, we get poor performance if our collection is a big one.

**Note:** Boxing means converting a value type to an object type and Unboxing means converting object type back to the value type.

**The solution to the Non-Generic Collection Problem**

The above two problems of non-generic collections are overcome by the Generic collections in C#. The dot net framework has re-implemented all the existing collection classes such as **ArrayList, Hashtable, Stack,**and **Queue**, etc. in Generic Collections such as **ArrayList<T>, Dictionary<TKey, TValue>, Stack<T>**and **Queue<T>**. Here T is nothing but the type of values that we want to store in the collection. So. the most important point that you need to remember is while creating the objects of Generic Collection classes, you need to explicitly provide the type of values that you are going to store into the collection.

The Generic Collection classes are implemented under the **System.Collections.Generic** namespace. The classes which are present in this namespace are as follows.

1. **Stack<T>,**
2. **Queue<T>,**
3. **LinkedList<T>,**
4. **SortedList<T>,**
5. **List<T>,**
6. **Dictionary<TKey, Tvalue>**

**Note:**Here the <T> refers to the type of values we want to store under them.

**Examples:**
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It is also possible to store a user-defined type like a class type or structure type as shown below  
**List<Customer> listCustomer = new List<Customer> ();**  
Assume the **Customer** is a user-defined class type that represents an entity Customer, Here we can store the customer objects within the listCustomer collection where each customer object can internally represent different attributes of customer like id, name, balance, city, state, etc.

**Generic Collections in C#:**

The **Generic Collections in C#** are strongly typed. The strongly typed nature allows these collection classes to store only one type of value into it. This not only eliminates the type mismatch at runtime but also we will get better performance as they don’t require boxing and unboxing while they store value type data.

So, It is always a preferable and a good programming choice to use the Generics Collection Classes in C# rather than using the Non-Generic Collection Classes.

**Generics in C#**

**Generics in C# with Examples**

In this article, I am going to discuss how to implement **Generics in C#** with examples. Please read our previous article where we discussed the [**Generic Collection**](https://dotnettutorials.net/lesson/generic-collections-csharp/) in C#. As part of this article, we are going to discuss the following pointers.

1. **Why do we need generics in C#?**
2. **What are Generics in C#?**
3. **Advantages of Generics in C#.**
4. **How to implement Generics in C#?**
5. **How to use Generics with class and its members?**

**Why do we need Generics in C#?**

Let us understand the need for Generics in C# with one example. Let us create a simple program to check whether two integer numbers are equal or not. The following code implementation is very straightforward. Here we created two classes with the name **ClsCalculator** and **ClsMain**. Within the **ClsCalculator**class, we have **AreEqual()** method which takes two integer values as the input parameter and then it checks whether the two input values are equal or not. If both are equal then it returns true else it will return false. And from the **ClsMain**class, we are calling the static **AreEqual()** method and showing the output based on the return value.

**namespace** *GenericsDemo*

**{**

**public** **class** ClsMain

**{**

**private** **static** **void** Main**()**

**{**

**bool** IsEqual = ClsCalculator.AreEqual**(**10, 20**)**;

**if** **(**IsEqual**)**

**{**

Console.WriteLine**(**"Both are Equal"**)**;

**}**

**else**

**{**

Console.WriteLine**(**"Both are Not Equal"**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**public** **class** ClsCalculator

**{**

**public** **static** **bool** AreEqual**(int** value1, **int** value2**)**

**{**

**return** value1 == value2;

**}**

**}**

**}**

The above **AreEqual()** method works as expected as it is and more importantly it will only work with the integer values as this is our initial requirement. Suppose our requirement changes, now we also need to check whether two string values are equal or not.

In the above example, if we try to pass values other than the integer values, then we will get a compile-time error. This is because the **AreEqual()** method of the **ClsCalculator**class is tightly bounded with the integer data type and hence it is not possible to invoke the AreEqual method other than the integer data type values. So, when we try to invoke the **AreEqual()** method by passing string values as shown below we get a compile-time error.

**bool Equal = ClsCalculator.AreEqual(“ABC”, “XYZ”);**

One of the ways to make the above AreEqual() method to accepts string type values as well as integer type values, we need to make use of the object datatype as the parameters. If we make the parameters of the AreEqual() method as Object type, then it is going to works with any data type.

**Note:** The most important point that you need to keep in remember is every .NET data type whether it is a primitive type of reference type, is directly or indirectly inherits from the **System.Object**data type.

**Modifying the Method to accepts any data type values:**

Let’s modify the AreEqual() method of the **ClsCalculator**class to use the Object data type as shown below.

**namespace** *GenericsDemo*

**{**

**public** **class** ClsMain

**{**

**private** **static** **void** Main**()**

**{**

// bool IsEqual = ClsCalculator.AreEqual(10, 20);

**bool** IsEqual = ClsCalculator.AreEqual**(**"ABC", "ABC"**)**;

**if** **(**IsEqual**)**

**{**

Console.WriteLine**(**"Both are Equal"**)**;

**}**

**else**

**{**

Console.WriteLine**(**"Both are Not Equal"**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**public** **class** ClsCalculator

**{**

//Now this method can accept any data type

**public** **static** **bool** AreEqual**(object** value1, **object** value2**)**

**{**

**return** value1 == value2;

**}**

**}**

**}**

That’s it. Run the application and you will see it is working as expected. Let’s see the problem of the above code implementation.

1. We get poor Performance due to boxing and unboxing. The object type needs to be converted to the value type.
2. Now, the AreEuqal() method is not type-safe. Now it is possible to pass a string value for the first parameter and an integer value for the second parameter.

Method Overloading to Achieve the same:

Another option is we need to overload the AreEqual method which will accept different types of parameters as shown below. As you can see in the below code, now we have created three methods with the same name but with different types of parameters. This is nothing but method overloading. Now, run the application and you will see everything is working as expected.

**namespace** *GenericsDemo*

**{**

**public** **class** ClsMain

**{**

**private** **static** **void** Main**()**

**{**

// bool IsEqual = ClsCalculator.AreEqual(10, 20);

// bool IsEqual = ClsCalculator.AreEqual("ABC", "ABC");

**bool** IsEqual = ClsCalculator.AreEqual**(**10.5, 20.5**)**;

**if** **(**IsEqual**)**

**{**

Console.WriteLine**(**"Both are Equal"**)**;

**}**

**else**

**{**

Console.WriteLine**(**"Both are Not Equal"**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**public** **class** ClsCalculator

**{**

**public** **static** **bool** AreEqual**(int** value1, **int** value2**)**

**{**

**return** value1 == value2;

**}**

**public** **static** **bool** AreEqual**(**string value1, string value2**)**

**{**

**return** value1 == value2;

**}**

**public** **static** **bool** AreEqual**(double** value1, **double** value2**)**

**{**

**return** value1 == value2;

**}**

**}**

**}**

The problem with the above code implementation is that we are repeating the same logic in each and every method. However, if tomorrow we need to compare two float or two long values then again we need to create two more methods.

**How to solve the above Problems?**

We can solve all the above problems with **Generics in C#**. With generics, we will make the AreEqual() method to works with different types of data types. Let us first modify the code implementation to use the generics and then we will discuss how it works.

**namespace** *GenericsDemo*

**{**

**public** **class** ClsMain

**{**

**private** **static** **void** Main**()**

**{**

//bool IsEqual = ClsCalculator.AreEqual<int>(10, 20);

//bool IsEqual = ClsCalculator.AreEqual<string>("ABC", "ABC");

**bool** IsEqual = ClsCalculator.AreEqual**<double>(**10.5, 20.5**)**;

**if** **(**IsEqual**)**

**{**

Console.WriteLine**(**"Both are Equal"**)**;

**}**

**else**

**{**

Console.WriteLine**(**"Both are Not Equal"**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**public** **class** ClsCalculator

**{**

**public** **static** **bool** AreEqual**<**T**>(**T value1, T value2**)**

**{**

**return** value1.Equals**(**value2**)**;

**}**

**}**

**}**

Here in the above example, in order to make the **AreEqual()**method generic (generic means the same method will work with the different data type), we specified the type parameter T using the angular brackets <T>. Then we use that type as the data type for the method parameters as shown in the below image.
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At this point, if you want to invoke the above **AreEqual()** method, then you need to specify the data type on which the method should operate. For example, if you want to work with integer values, then you need to invoke the **AreEqual()** method by specifying int as the data type as shown in the below image using angular brackets.
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The above AreEqual() generic method is working as follows:
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If you want to work with the string values, then you need to call the AreEqual() method as shown below.  
**bool IsEqual= ClsCalculator.AreEqual<string>(“ABC”, “ABC”);**  
Now, I hope you understand the need and importance of Generics in C#.

**What is Generics in C#?**

As we already discussed in our [**previous article**](https://dotnettutorials.net/lesson/generic-collections-csharp/), the Generics in C# are introduced as part of C# 2.0. The Generics in C# allows us to define classes and methods which are decoupled from the data type. In other words, we can say that the Generics allow us to create classes using angular brackets for the data type of its members. At compilation time, these angular brackets are going to be replaced with some specific data types. In C#, the Generics can be applied to the following:

1. Interface
2. Abstract class
3. Class
4. Method
5. Static method
6. Property
7. Event
8. Delegates
9. Operator

**Advantages of Generics in C#**

1. It Increases the reusability of the code.
2. The Generics are type-safe. We will get the compile-time error if we try to use a different type of data rather than the one we specified in the definition.
3. We get better performance with Generics as it removes the possibilities of boxing and unboxing.

**How to use Generics with class and its members?**

Let us create a generic class with a generic constructor, generic member variable, generic property, and a generic method as shown below.

**using** *System;*

**namespace** *GenericsDemo*

**{**

//MyGenericClass is a Generic Class

**class** MyGenericClass**<**T**>**

**{**

//Generic variable

//The data type is generic

**private** T genericMemberVariable;

//Generic Constructor

//Constructor accepts one parameter of Generic type

**public** MyGenericClass**(**T **value)**

**{**

genericMemberVariable = **value**;

**}**

//Generic Method

//Method accepts one Generic type Parameter

//Method return type also Generic

**public** T genericMethod**(**T genericParameter**)**

**{**

Console.WriteLine**(**"Parameter type: {0}, value: {1}", typeof**(**T**)**.ToString**()**, genericParameter**)**;

Console.WriteLine**(**"Return type: {0}, value: {1}", typeof**(**T**)**.ToString**()**, genericMemberVariable**)**;

**return** genericMemberVariable;

**}**

//Generic Property

//The data type is generic

**public** T genericProperty **{** **get**; **set**; **}**

**}**

**}**

In the above example, we created the class **MyGenericClass** with **<T>**. The angular brackets (“<>”) indicate that the MyGenericClass class is a generic class and the type for this class is going to be defined later.

While creating the instance of this MyGenericClass class, we need to specify the type and the compiler will assign that type to T. In the following example, we use **int** as the data type:

**class** Program

**{**

**static** **void** Main**()**

**{**

MyGenericClass**<int>** integerGenericClass = new MyGenericClass**<int>(**10**)**;

**int** val = integerGenericClass.genericMethod**(**200**)**;

Console.ReadKey**()**;

**}**

**}**

Run the application and it will give you the following output.
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**The following diagram shows how the T will be replaced with the int data type by the compiler.**
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**The compiler will compile the above class as shown in the below image**
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At the time of instantiation, we can use any type as per our requirement. If we want to use a string type, then we need to instantiate the class as shown below

**class** Program

**{**

**static** **void** Main**()**

**{**

MyGenericClass**<**string**>** stringGenericClass = new MyGenericClass**<**string**>(**"Hello Generic World"**)**;

stringGenericClass.genericProperty = "This is a generic property example.";

string result = stringGenericClass.genericMethod**(**"Generic Parameter"**)**;

Console.ReadKey**()**;

**}**

**}**

**Output:**
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I hope you understand the concept of Generics in C#. The generics are extremely used by the collection classes which belong to **System.Collections.Generic** namespace.

**Generic List in C#**

**Generic List in C# with Examples**

In this article, I am going to discuss the **Generic List in C#** with examples. Please read our previous article where we discussed the [**Generics in C#**](https://dotnettutorials.net/lesson/generics-csharp/) with examples. At the end of this article, you will understand what exactly List in C# and when and how to use Generic List with examples.

**What is Generic List in C#?**

The **Generic List in C#** is a collection class that is present in **System.Collections.Generic** namespace. The List Collection class is one of the most widely used generic collection classes in real-time applications. This Generic List collection class represents a strongly typed list of objects which can be accessed by using the index. It also provides methods that can be used for search, sort and manipulate the list items.

We can create a collection of any type by using the generic list class in C#. For example, if we want then we can create a list of strings, a list of integers, and even though it is also possible to create a list of the user-defined complex type such as a list of customers, a list of products, etc. The most important point that we need to keep in mind is the size of the collection grows automatically when we add items into the collection.

**Methods and Properties of Generic List Collection class in C#:**

The following are some of the useful methods and properties of the List collection class in C#.

1. **Add(T value):** This method is used to add an item to the end of the list collection.
2. **Remove(T value):** This method is used to remove the first occurrence of a specific item from the collection.
3. **RemoveAt(int index):** This method takes the index position of the elements and then removes that element from the collection.
4. **Insert(int index, T value):** This method is used to inserts an element into the collection at a specified index position.
5. **Capacity:** This property is used to return the capacity of the collection means how many elements you can insert into the collection.

**Example of Generic List in C#:**

Let us see an example to understand the above methods and properties of Generic List in C#. So, basically here, we are creating a list of integer types and then adding items to this collection using the Add method and then performing different types of operations. The following example is self-explained. So please go through the comments.

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *GenericListCollectionDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Createing an interger list

//it is going to store only integer value

List**<int>** integerList = new List**<int>()**;

Console.WriteLine**(**"Initial Capacity: " + integerList.Capacity**)**;

integerList.Add**(**10**)**;

Console.WriteLine**(**"Capacity after adding first item: " + integerList.Capacity**)**;

integerList.Add**(**20**)**;

integerList.Add**(**30**)**;

integerList.Add**(**40**)**;

Console.WriteLine**(**"Capacity after adding fourth item: " + integerList.Capacity**)**;

integerList.Add**(**60**)**;

Console.WriteLine**(**"Capacity after adding 5th element: " + integerList.Capacity**)**;

//Printing the List items using for loop

Console.WriteLine**(**"Printing the List items using for loop:"**)**;

**for** **(int** i = 0; i **<** integerList.Count; i++**)**

**{**

Console.Write**(**integerList**[**i**]** + " "**)**;

**}**

Console.WriteLine**()**;

//Removing the values from the middle of the list

//here we are removing by value

integerList.Remove**(**30**)**;

//You can also remove element by using index position

//integerList.RemoveAt(2);

//Printing the list items using foreach loop after

//removing an element from the collection

Console.WriteLine**(**"List items after removing the value 30 :"**)**;

**foreach** **(int** item in integerList**)**

**{**

Console.Write**(**item + " "**)**;

**}**

Console.WriteLine**()**;

//inserting values into the middle of the list collection

integerList.Insert**(**2, 25**)**;

// Printing the values of the collection using foreach loop after

// inserting an element into the middle of the collection

Console.WriteLine**(**"List items after inserting the value 25 in the index 2"**)**;

**foreach** **(int** item in integerList**)**

**{**

Console.Write**(**item + " "**)**;

**}**

Console.WriteLine**()**;

// creating new ArrayList collection by passing the old

// array list as parameter

List**<int>** newIntegerList = new List**<int>(**integerList**)**;

Console.WriteLine**(**"Initial capacity of new list collection:" + newIntegerList.Capacity**)**;

// Printing the values of the new list collection using foreach loop

Console.WriteLine**(**"Printing the new List items which is created from the old list"**)**;

**foreach** **(int** item in newIntegerList**)**

**{**

Console.Write**(**item + " "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Generic List in C#](data:image/png;base64,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)

**List Collection with Complex Type in C#:**

Let us see an example of the List Collection class with a complex type. As you can see in the below code, we have a class called Employee. Then we create few employee objects and then we create a collection of type Employee and storing all the employee objects into the collection. Finally, we are performing different types of operations using the methods provided by the List<T> generic collection class. The following example code is self-explained. So please go through the comments.

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *ListCollectionDemo*

**{**

**public** **class** Program

**{**

**public** **static** **void** Main**()**

**{**

// Create Employee Objects

Employee emp1 = new Employee**()**

**{**

ID = 101,

Name = "Pranaya",

Gender = "Male",

Salary = 5000

**}**;

Employee emp2 = new Employee**()**

**{**

ID = 102,

Name = "Priyanka",

Gender = "Female",

Salary = 7000

**}**;

Employee emp3 = new Employee**()**

**{**

ID = 103,

Name = "Anurag",

Gender = "Male",

Salary = 5500

**}**;

Employee emp4 = new Employee**()**

**{**

ID = 104,

Name = "Sambit",

Gender = "Male",

Salary = 6500

**}**;

// Create a List of Employees

List**<**Employee**>** listEmployees = new List**<**Employee**>()**;

listEmployees.Add**(**emp1**)**;

listEmployees.Add**(**emp2**)**;

listEmployees.Add**(**emp3**)**;

// We can retrieve the Items from a list collection by using index.

// The following line of code will retrieve the employee from the list.

// The List index is also 0 based.

Employee emp = listEmployees**[**0**]**;

Console.WriteLine**(**"Retrive the First employee by index"**)**;

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender = {2}, Salary = {3}",

emp.ID, emp.Name, emp.Gender, emp.Salary**)**;

Console.WriteLine**()**;

// retrieving the list using for loop

Console.WriteLine**(**"Retriving the list using for loop"**)**;

**for** **(int** i = 0; i **<** listEmployees.Count; i++**)**

**{**

Employee employee = listEmployees**[**i**]**;

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender = {2}, Salary = {3}",

employee.ID, employee.Name, employee.Gender, employee.Salary**)**;

**}**

Console.WriteLine**()**;

// retrieving the list using foreach loop

Console.WriteLine**(**"Retriving the list using foreach loop"**)**;

**foreach** **(**Employee e in listEmployees**)**

**{**

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender = {2}, Salary = {3}",

e.ID, e.Name, e.Gender, e.Salary**)**;

**}**

Console.WriteLine**()**;

// inserting an employee into the index position 1.

listEmployees.Insert**(**1, emp4**)**;

// retrieving the list after inserting the employee in index position 1

Console.WriteLine**(**"Retriving the list after inserting new employee in index 1"**)**;

**foreach** **(**Employee e in listEmployees**)**

**{**

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender = {2}, Salary = {3}",

e.ID, e.Name, e.Gender, e.Salary**)**;

**}**

Console.WriteLine**()**;

//If you want to get the index postion of a specific employee

//then use Indexof() method as shown below

Console.WriteLine**(**"Index of emp3 object in the List = " +

listEmployees.IndexOf**(**emp3**))**;

Console.ReadKey**()**;

**}**

**}**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** string Gender **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**}**

**}**

**Output:**
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**Note:** All the generic classes in C# are strongly typed. That means if we have created a List of type Employee, then we can only add objects of type Employee into the list. If we try to add an object of a different type, then we will get a compile-time error.

**Important methods of generic list collection class in C#:**

The Generic List in C# provides a lot of useful methods that we can use to perform different operations on a collection of List Type. The List Collection class provides the following functions.

**Contains() Method:**  
The Contains() method is used to determine whether the specified item exists or not in the list. If the specified item exists then it will return true else return false.

**Exists() Method:**  
The Exists() method is also used to check or determine whether an item exists or not in a list based on a condition. If the item exists then it will return true else it will return false.

**Find() Method:**  
The Find() method is used to find the first element from a list based on a condition that is specified by a lambda expression.

**FindLast() Method:**  
The FindLast() method is used to searches for an element that matches the conditions specified by a predicate. If it found any elements with that specified condition then it returns the Last matching element from the list.

**FindAll() Method:**  
The FindAll() method is used to retrieves all the elements from a list that matches the conditions specified by a predicate.

**FindIndex() Method:**

The FindIndex() method is used to return the index position of the first element that matches the conditions specified by a predicate. The point that you need to remember is the index here in generic collections is zero-based. This method returns -1 if an element that matches the specified conditions is not found. There are 2 other overloaded versions of this method is available, one of the overload versions allows us to specify the range of elements to search within the list.

**FindLastIndex() Method:**

The FindLastIndex() Method searches for an element in the list that matches the condition specified by the lambda expression and then returns the index of the last occurrence of the item within the list. There are 2 other overloaded versions of this method is available, one of the overload versions allows us to specify the range of elements to search within the list.

**Let us understand all the above methods of List Collection class in C# with an example.**

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *ListCollectionDemo*

**{**

**public** **class** Program

**{**

**public** **static** **void** Main**()**

**{**

// Create Employee Objects

Employee emp1 = new Employee**()**

**{**

ID = 101,

Name = "Pranaya",

Gender = "Male",

Salary = 5000

**}**;

Employee emp2 = new Employee**()**

**{**

ID = 102,

Name = "Priyanka",

Gender = "Female",

Salary = 7000

**}**;

Employee emp3 = new Employee**()**

**{**

ID = 103,

Name = "Anurag",

Gender = "Male",

Salary = 5500

**}**;

Employee emp4 = new Employee**()**

**{**

ID = 104,

Name = "Sambit",

Gender = "Male",

Salary = 6500

**}**;

//Creating a list of type Employee

List**<**Employee**>** listEmployees = new List**<**Employee**>()**;

listEmployees.Add**(**emp1**)**;

listEmployees.Add**(**emp2**)**;

listEmployees.Add**(**emp3**)**;

listEmployees.Add**(**emp4**)**;

// use Contains method to check if an item exists or not in the list

**if** **(**listEmployees.Contains**(**emp2**))**

**{**

Console.WriteLine**(**"Employee2 object exists in the list"**)**;

**}**

**else**

**{**

Console.WriteLine**(**"Employee2 object does not exist in the list"**)**;

**}**

Console.WriteLine**(**""**)**;

// Use Exists method when you want to check if an item exists or not

// in the list based on a condition

**if** **(**listEmployees.Exists**(**x =**>** x.Name.StartsWith**(**"P"**)))**

**{**

Console.WriteLine**(**"List contains Employees whose name starts with P"**)**;

**}**

**else**

**{**

Console.WriteLine**(**"List does not contain any employee whose name starts with P"**)**;

**}**

Console.WriteLine**(**""**)**;

// Use Find() method, if you want to searche an element by a conditions

Employee emp = listEmployees.Find**(**employee =**>** employee.Gender == "Male"**)**;

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender = {2}, Salary = {3}",

emp.ID, emp.Name, emp.Gender, emp.Salary**)**;

Console.WriteLine**(**""**)**;

// Use FindLast() method when you want to searche an item by a conditions

// and returns the Last matching item from the list

Employee lastMatchEmp = listEmployees.FindLast**(**employee =**>** employee.Gender == "Male"**)**;

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender = {2}, Salary = {3}",

lastMatchEmp.ID, lastMatchEmp.Name, lastMatchEmp.Gender, lastMatchEmp.Salary**)**;

Console.WriteLine**(**""**)**;

// Use FindAll() method when you want to return all the items that

// matches the conditions

List**<**Employee**>** filteredEmployees = listEmployees.FindAll**(**employee =**>** employee.Gender == "Male"**)**;

**foreach** **(**Employee femp in filteredEmployees**)**

**{**

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender = {2}, Salary = {3}",

femp.ID, femp.Name, femp.Gender, femp.Salary**)**;

**}**

Console.WriteLine**(**""**)**;

// Use FindIndex() method when you want to return the index of the first item

// by a condition

Console.WriteLine**(**"Index of the first matching employee object whose Gender is Male = " +

listEmployees.FindIndex**(**employee =**>** employee.Gender == "Male"**))**;

Console.WriteLine**(**""**)**;

// Use FindLastIndex() method when you want to return the index of the last item

// by a condition

Console.WriteLine**(**"Index of the Last matching employee object whose Gender is Male = " +

listEmployees.FindLastIndex**(**employee =**>** employee.Gender == "Male"**))**;

Console.ReadKey**()**;

**}**

**}**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** string Gender **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**}**

**}**

**Output:**

![Methods of Generic List in C#](data:image/png;base64,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)

**Generic List Class Range Methods in C#**
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In this article, I am going to discuss the **Generic List class Range Methods in C#** with Examples. Please read our previous article before proceeding to this article where we discussed the basics of the [**Generic List class in C#**](https://dotnettutorials.net/lesson/list-collection-csharp/) with examples. The Generic List collection class provides some useful range methods. You can use those range methods to insert or remove a range of elements or items from a list.

**The Generic List class provides the following Range methods.**

**AddRange() Method:**

As we already discussed the Add() method of the List class allows us to add only one item at the end of the collection. If you want to add another list of items to the list collection then you need to the AddRange() method.  
**Syntax: AddRange(IEnumerable<T>)**

**GetRange() Method:**

In our previous article, we discussed that by using the index, we can retrieve only one element from the collection. In many real-time scenarios, we may need to retrieve a list of items from a collection. Then in such scenarios, we need to use the GetRange() method of the List class. The GetRange() method takes 2 parameters. The first parameter is the starting index position and the second parameter is the number of items to return from the list.  
**Syntax: GetRange(Int32, Int32)**

**InsertRange() Method:**

The Insert() method of the Generic List collection class allows us to insert an element at a specified index position. If you want to insert another list of elements at a specified index, then you need to use the InsertRange() method of the List class. This method takes two parameters. The first parameter is the index position where it will insert the elements and the second parameter is the list of items that you want to insert into the collection.  
**Syntax: InsertRange(Int32, IEnumerable<T>)**

**RemoveRange() Method:**

This **RemoveAt**takes the index position of the elements and then removes that element from the collection. If you want to remove a range of elements from a specified index position then you need to use the RemoveRange() method. This RemoveRange() method takes 2 parameters. The first parameter is the start index in the list and the second parameter is the number of elements to remove from the list.  
**Syntax: RemoveRange(Int32, Int32)**

**Note:** The Remove method is used to remove only the first matching element from the list.

**Clear() Method:**

The Clear() method of the List class is used to remove all the items from the list collection.  
**Syntax: Clear()**

**Example: Understanding Range Methods of List Class in C#**

Let us see an example to understand the Generic List class Range Methods in C#. The following code example is self-explained. So please go through the comments.

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *ListCollectionrangeMethodDemo*

**{**

**public** **class** Program

**{**

**public** **static** **void** Main**()**

**{**

Employee emp1 = new Employee**()**

**{**

ID = 101,

Name = "Pranaya",

Gender = "Male",

Salary = 5000

**}**;

Employee emp2 = new Employee**()**

**{**

ID = 102,

Name = "Priyanka",

Gender = "Female",

Salary = 7000

**}**;

Employee emp3 = new Employee**()**

**{**

ID = 103,

Name = "Anurag",

Gender = "Male",

Salary = 5500

**}**;

Employee emp4 = new Employee**()**

**{**

ID = 104,

Name = "Sambit",

Gender = "Male",

Salary = 6500

**}**;

Employee emp5 = new Employee**()**

**{**

ID = 105,

Name = "Hina",

Gender = "Female",

Salary = 7500

**}**;

Employee emp6 = new Employee**()**

**{**

ID = 106,

Name = "Tarun",

Gender = "Male",

Salary = 8500

**}**;

List**<**Employee**>** listEmployees = new List**<**Employee**>()**;

Console.WriteLine**(**"Add and AddRange Method"**)**;

//Use Add() method to add one item at a time to the end of the list

listEmployees.Add**(**emp1**)**;

listEmployees.Add**(**emp2**)**;

listEmployees.Add**(**emp3**)**;

//Create another list

List**<**Employee**>** AnotherlistEmployees = new List**<**Employee**>()**;

AnotherlistEmployees.Add**(**emp4**)**;

AnotherlistEmployees.Add**(**emp5**)**;

AnotherlistEmployees.Add**(**emp6**)**;

//Use AddRange() method to add another list of items

listEmployees.AddRange**(**AnotherlistEmployees**)**;

**foreach** **(**Employee employee in listEmployees**)**

**{**

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender = {2}, Salary = {3}",

employee.ID, employee.Name, employee.Gender, employee.Salary**)**;

**}**

Console.WriteLine**()**;

Console.WriteLine**(**"GetRange Method"**)**;

//Use GetRange() method to returns a range of items from the list.

List**<**Employee**>** ListOfNewEmployees = listEmployees.GetRange**(**3, 3**)**;

**foreach** **(**Employee employee in ListOfNewEmployees**)**

**{**

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender = {2}, Salary = {3}",

employee.ID, employee.Name, employee.Gender, employee.Salary**)**;

**}**

Console.WriteLine**()**;

Console.WriteLine**(**"Remove RemoveAt and RemoveAll"**)**;

//Use Remove() method to removes only the first matching item from the list.

listEmployees.Remove**(**emp1**)**;

//Use RemoveAt() method to remove an item from a specified index.

// listEmployees.RemoveAt(0);

//Use RemoveAll() methid to removes all the items from a collection

// that matches the specified condition.

listEmployees.RemoveAll**(**x =**>** x.Gender == "Female"**)**;

**foreach** **(**Employee employee in listEmployees**)**

**{**

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender = {2}, Salary = {3}",

employee.ID, employee.Name, employee.Gender, employee.Salary**)**;

**}**

Console.WriteLine**()**;

Console.WriteLine**(**"RemoveRange Method"**)**;

// Use RemoveRange() method to removes a range of elements from the list.

listEmployees.RemoveRange**(**0, 2**)**;

**foreach** **(**Employee employee in listEmployees**)**

**{**

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender = {2}, Salary = {3}",

employee.ID, employee.Name, employee.Gender, employee.Salary**)**;

**}**

Console.WriteLine**()**;

Console.WriteLine**(**"Insert and InsertRange Method"**)**;

//Use Insert() method to insert a single item at a specfic position

listEmployees.Insert**(**0, emp1**)**;

listEmployees.Insert**(**1, emp2**)**;

//Use InsertRange() method to insert another list of items at a specified position

listEmployees.InsertRange**(**0, AnotherlistEmployees**)**;

**foreach** **(**Employee employee in listEmployees**)**

**{**

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender = {2}, Salary = {3}",

employee.ID, employee.Name, employee.Gender, employee.Salary**)**;

**}**

Console.WriteLine**()**;

Console.WriteLine**(**"Clear Method"**)**;

// Use Clear method to remove all the items from the list collection

listEmployees.Clear**()**;

Console.WriteLine**(**"Total Items in the List After Clear function = " + listEmployees.Count**)**;

Console.ReadKey**()**;

**}**

**}**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** string Gender **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**}**

**}**

**Output:**
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**How to Sort a List of Simple Type in C#**

In this article, I am going to discuss **How to Sort a List of Simple Types in C#** with Examples. Please read our previous article where we discussed the [**Range Methods of Generic List in C#**](https://dotnettutorials.net/lesson/generic-list-class-range-methods/) class with examples.

**How to Sort a List of Simple Types in C#?**

In C#, sorting a list of simple types like int, double, char, string, etc. is straightforward. Here, we just need to call the Sort() method which is provided by the Generic List class on the list instance, and then the data will be automatically sorted in ascending order. For example, if we have a list of integers as shown below.  
**List<int> numbersList = new List<int>{ 1, 8, 7, 5, 2, 3, 4, 9, 6 };**  
Then we just need to invoke the Sort() method on numbers list collection as shown below  
**numbersList.Sort();**  
If you want the data to be retrieved in descending order, then use the Reverse() method on the list instance as shown below.  
**numbersList.Reverse();**

However, when we do the same thing on a complex type like Employee, Product, Customer, Department, etc. we get a runtime exception as “**invalid operation exception – Failed to compare 2 elements in the array**”. This is because at runtime the .NET Framework does not identify how to sort the complex types. So, if we want to sort a complex type then we need to tell the way we want the data to be sorted in the list, and to do this we need to implement the **IComparable** interface. We will discuss this in the [**next**](https://dotnettutorials.net/lesson/sorting-a-list-of-complex-type-csharp/)article.

**How the sort functionality is working for simple data types like int, double, string, char, etc. in C#?**

This is working because these types (int, double, string, decimal, char, etc.) are already implementing the **IComparable** interface. If you go to the definition of any built-in types, then you will see that the class is implemented the **IComparable** interface. Let’s see an example to understand this concept.

**namespace** *ListCollectionSortReverseMethodDemo*

**{**

**public** **class** Program

**{**

**public** **static** **void** Main**()**

**{**

List**<int>** numbersList = new List**<int>** **{** 1, 8, 7, 5, 2, 3, 4, 9, 6 **}**;

Console.WriteLine**(**"Numbers before sorting"**)**;

**foreach** **(int** i in numbersList**)**

**{**

Console.WriteLine**(**i**)**;

**}**

// The Sort() of List Collection class

// will sort the data in ascending order

numbersList.Sort**()**;

Console.WriteLine**(**"Numbers after sorting"**)**;

**foreach** **(int** i in numbersList**)**

**{**

Console.WriteLine**(**i**)**;

**}**

// If you want to to retrieve data in descending order then use the

//Reverse() method of the List collection class

numbersList.Reverse**()**;

Console.WriteLine**(**"Numbers in descending order"**)**;

**foreach** **(int** i in numbersList**)**

**{**

Console.WriteLine**(**i**)**;

**}**

//Another example of sorting alphabets

List**<**string**>** alphabets = new List**<**string**>()** **{** "B", "F", "P", "D", "E", "Z", "A", "C", "L" **}**;

Console.WriteLine**(**"Alphabets before sorting"**)**;

**foreach** **(**string alphabet in alphabets**)**

**{**

Console.WriteLine**(**alphabet**)**;

**}**

alphabets.Sort**()**;

Console.WriteLine**(**"Alphabets after sorting"**)**;

**foreach** **(**string alphabet in alphabets**)**

**{**

Console.WriteLine**(**alphabet**)**;

**}**

alphabets.Reverse**()**;

Console.WriteLine**(**"Alpabets in descending order"**)**;

**foreach** **(**string alphabet in alphabets**)**

**{**

Console.WriteLine**(**alphabet**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

When we run the application, we will get the following output.
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**How to Sort a List of Complex Type in C#**

In this article, I am going to discuss **how to sort a list of Complex Types in C#** like Employee, Customer, Product, Department, etc. with examples. Please read our previous article before proceeding to this article where we discussed [**how to sort a list of simple types in C#**](https://dotnettutorials.net/lesson/sorting-a-list-of-simple-type-csharp/) like int, double, decimal, string, etc. with an example.

In our last article, we discussed that sorting a list of simple types like int, double, char, string, etc. is straightforward. This means we just need to invoke the Sort() method (Provided by the Generic List class) on the list instance and the data will be automatically sorted in ascending order. For example, if we have a list of integers as shown below  
**List<int> numbersList = new List<int>{ 1, 8, 7, 5, 2, 3, 4, 9, 6 };**  
Then we need to invoke the Sort() method on numbers list collection as shown below  
**numbersList.Sort();**  
However, when we do the same thing on a complex type like Employee, Product, Customer, Department, etc. we get a runtime exception as “**invalid operation exception – Failed to compare 2 elements in the array**”.

**Example: Sorting a List of Complex Type in C#**

In the following example, we will not get any Compile Time Error. But the Invoking **Sort()** on a list of complex types will throw runtime exception i.e. **invalid operation exception** unless we implement the IComparable interface.

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *ListCollectionSortReverseMethodDemo*

**{**

**public** **class** Program

**{**

**public** **static** **void** Main**()**

**{**

Employee emp1 = new Employee**()**

**{**

ID = 101,

Name = "Pranaya",

Gender = "Male",

Salary = 5000

**}**;

Employee emp2 = new Employee**()**

**{**

ID = 102,

Name = "Priyanka",

Gender = "Female",

Salary = 7000

**}**;

Employee emp3 = new Employee**()**

**{**

ID = 103,

Name = "Anurag",

Gender = "Male",

Salary = 4500

**}**;

Employee emp4 = new Employee**()**

**{**

ID = 104,

Name = "Sambit",

Gender = "Male",

Salary = 6500

**}**;

Employee emp5 = new Employee**()**

**{**

ID = 105,

Name = "Hina",

Gender = "Female",

Salary = 7500

**}**;

Employee emp6 = new Employee**()**

**{**

ID = 106,

Name = "Tarun",

Gender = "Male",

Salary = 6000

**}**;

List**<**Employee**>** listEmployees = new List**<**Employee**>()**;

listEmployees.Add**(**emp1**)**;

listEmployees.Add**(**emp2**)**;

listEmployees.Add**(**emp3**)**;

listEmployees.Add**(**emp4**)**;

listEmployees.Add**(**emp5**)**;

listEmployees.Add**(**emp6**)**;

Console.WriteLine**(**"Employees before sorting"**)**;

**foreach** **(**Employee employee in listEmployees**)**

**{**

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender = {2}, Salary = {3}",

employee.ID, employee.Name, employee.Gender, employee.Salary**)**;

**}**

listEmployees.Sort**()**;

Console.WriteLine**(**"Employees After sorting"**)**;

**foreach** **(**Employee employee in listEmployees**)**

**{**

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender = {2}, Salary = {3}",

employee.ID, employee.Name, employee.Gender, employee.Salary**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** string Gender **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**}**

**}**

When we execute the above code, it will give us the below runtime exception.
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To sort a list of complex types without using LINQ, the complex type has to implement the **IComparable**interface and needs to provide the implementation for the **CompareTo()** method. The **CompareTo()** method returns an integer value and the meaning of the return value as shown below.

1. **Return value greater than ZERO** – The current instance is greater than the object being compared with.
2. **Return value less than ZERO** – The current instance is less than the object being compared with.
3. **The Return value is ZERO** – The current instance is equal to the object being compared with.

Alternatively, we can also invoke the CompareTo() method directly. The Salary property of the Employee object is int and the CompareTo() method is already implemented on integer type that we already discussed in our previous article, so we can invoke this method and return it’s valued as shown below.  
**return this.Salary.CompareTo(obj.Salary);**

**Example: Implementing the IComparable interface in C#**

Let see an example for better understanding. What we want is, we need to sort the employees based on the Salary. To do so, our Employee class should implement the **IComparable**interface and should provide an implementation for the **CompareTo()** method. This method will compare the current object (specified with this) and the object to be compared. The following code exactly does the same.

**public** **class** Employee : IComparable**<**Employee**>**

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** string Gender **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**public** **int** CompareTo**(**Employee obj**)**

**{**

**if** **(**this.Salary **>** obj.Salary**)**

**{**

**return** 1;

**}**

**else** **if** **(**this.Salary **<** obj.Salary**)**

**{**

**return** -1;

**}**

**else**

**{**

**return** 0;

**}**

**}**

**}**

Now run the application. It will give you the result in ascending order based on the Employee Salary as shown in the below image.
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If you prefer not to use the Sort functionality provided by the Employee class, then you can provide your own implementation by implementing the **IComparer** interface. For example, if you want the employees to be sorted by **name** instead of **salary** then you need to follow the below two steps.

**Step1: Implement the IComparer interface**

**public** **class** SortByName : IComparer**<**Employee**>**

**{**

**public** **int** Compare**(**Employee x, Employee y**)**

**{**

**return** x.Name.CompareTo**(**y.Name**)**;

**}**

**}**

**Step2: Pass an instance of the class that implements the IComparer interface as an argument to the Sort() method as shown below.**

**SortByName sortByName = new SortByName();**  
**listEmployees.Sort(sortByName);**

**Here is the complete code:**

Following are the SortByName and Employee classes:

**public** **class** SortByName : IComparer**<**Employee**>**

**{**

**public** **int** Compare**(**Employee x, Employee y**)**

**{**

**return** x.Name.CompareTo**(**y.Name**)**;

**}**

**}**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** string Gender **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**}**

**Following is the Program class:**

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *ListCollectionSortReverseMethodDemo*

**{**

**public** **class** Program

**{**

**public** **static** **void** Main**()**

**{**

Employee emp1 = new Employee**()**

**{**

ID = 101,

Name = "Pranaya",

Gender = "Male",

Salary = 5000

**}**;

Employee emp2 = new Employee**()**

**{**

ID = 102,

Name = "Priyanka",

Gender = "Female",

Salary = 7000

**}**;

Employee emp3 = new Employee**()**

**{**

ID = 103,

Name = "Anurag",

Gender = "Male",

Salary = 4500

**}**;

Employee emp4 = new Employee**()**

**{**

ID = 104,

Name = "Sambit",

Gender = "Male",

Salary = 6500

**}**;

Employee emp5 = new Employee**()**

**{**

ID = 105,

Name = "Hina",

Gender = "Female",

Salary = 7500

**}**;

Employee emp6 = new Employee**()**

**{**

ID = 106,

Name = "Tarun",

Gender = "Male",

Salary = 6000

**}**;

List**<**Employee**>** listEmployees = new List**<**Employee**>()**;

listEmployees.Add**(**emp1**)**;

listEmployees.Add**(**emp2**)**;

listEmployees.Add**(**emp3**)**;

listEmployees.Add**(**emp4**)**;

listEmployees.Add**(**emp5**)**;

listEmployees.Add**(**emp6**)**;

Console.WriteLine**(**"Employees before sorting"**)**;

**foreach** **(**Employee employee in listEmployees**)**

**{**

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender = {2}, Salary = {3}",

employee.ID, employee.Name, employee.Gender, employee.Salary**)**;

**}**

SortByName sortByName = new SortByName**()**;

listEmployees.Sort**(**sortByName**)**;

Console.WriteLine**(**"Employees After sorting"**)**;

**foreach** **(**Employee employee in listEmployees**)**

**{**

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender = {2}, Salary = {3}",

employee.ID, employee.Name, employee.Gender, employee.Salary**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Now run the application and should give the following output.
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**Comparison Delegate in C#**

**Comparison delegate in C#**

In this article, I am going to discuss how to sort a list of the complex type using **Comparison Delegate in C#.**Please read our previous article where we discussed [**how to sort a list of Complex Type in C#**](https://dotnettutorials.net/lesson/sorting-a-list-of-complex-type-csharp/)**.**

One of the overload version of the Sort() method in List class expects Comparison delegate to be passed as an argument. Let us understand this overloaded version. The syntax is shown below.

**public void Sort(Comparison<T> comparison)**

**Below is the definition of Comparison Delegate.**
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**Approach1:**

**Step1:** Create a function whose signature must match with the signature of Comparison delegate. This is the method where we need to write the logic to compare 2 employee objects.

**private** **static** **int** CompareEmployees**(**Employee e1, Employee e2**)**

**{**

**return** **return** e1.Gender.CompareTo**(**e2.Gender**)**;

**}**

**Step2:**Create an instance of Comparison delegate, and then pass the name of the function created in Step1 as the argument. So, at this point “Comparison” delegate is pointing to our function that contains the logic to compare 2 employee objects.

**Comparison<Employee> employeeComparer= new Comparison<Employee>(CompareEmployees);**

**Step3: Pass the delegate instance as an argument, to Sort() method.**

**listEmployees.Sort(employeeComparer);**

At this point, listEmployees should be sorted using the logic defined in CompareEmployees() function. Below is the complete code:

**namespace** *ListCollectionSortReverseMethodDemo*

**{**

**public** **class** Program

**{**

**public** **static** **void** Main**()**

**{**

Employee emp1 = new Employee**()**

**{**

ID = 101,

Name = "Pranaya",

Gender = "Male",

Salary = 5000

**}**;

Employee emp2 = new Employee**()**

**{**

ID = 102,

Name = "Priyanka",

Gender = "Female",

Salary = 7000

**}**;

Employee emp3 = new Employee**()**

**{**

ID = 103,

Name = "Anurag",

Gender = "Male",

Salary = 4500

**}**;

Employee emp4 = new Employee**()**

**{**

ID = 104,

Name = "Sambit",

Gender = "Male",

Salary = 6500

**}**;

Employee emp5 = new Employee**()**

**{**

ID = 105,

Name = "Hina",

Gender = "Female",

Salary = 7500

**}**;

Employee emp6 = new Employee**()**

**{**

ID = 106,

Name = "Tarun",

Gender = "Male",

Salary = 6000

**}**;

List**<**Employee**>** listEmployees = new List**<**Employee**>()**;

listEmployees.Add**(**emp1**)**;

listEmployees.Add**(**emp2**)**;

listEmployees.Add**(**emp3**)**;

listEmployees.Add**(**emp4**)**;

listEmployees.Add**(**emp5**)**;

listEmployees.Add**(**emp6**)**;

Console.WriteLine**(**"Employees before sorting"**)**;

**foreach** **(**Employee employee in listEmployees**)**

**{**

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender = {2}, Salary = {3}",

employee.ID, employee.Name, employee.Gender, employee.Salary**)**;

**}**

Comparison**<**Employee**>** employeeComparer = new Comparison**<**Employee**>(**CompareEmployees**)**;

listEmployees.Sort**(**employeeComparer**)**;

Console.WriteLine**(**"Employees After sorting"**)**;

**foreach** **(**Employee employee in listEmployees**)**

**{**

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender = {2}, Salary = {3}",

employee.ID, employee.Name, employee.Gender, employee.Salary**)**;

**}**

Console.ReadKey**()**;

**}**

**private** **static** **int** CompareEmployees**(**Employee e1, Employee e2**)**

**{**

**return** e1.Gender.CompareTo**(**e2.Gender**)**;

**}**

**}**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** string Gender **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**}**

**}**

**OUTPUT:**

![sorting a list of the Complex type in C# using Comparison Delegate](data:image/png;base64,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)

**Approach2:**

In Approach1 this is what we have done

1. We have Created a private function that contains the logic to compare the employees
2. Then created an instance of Comparison delegate, and then passed the name of the private function to the delegate.
3. Finally passed the delegate instance to the Sort() method.

**Do we really have to follow all these steps? Isn’t there any other way?**

The above code can be simplified using the delegate keyword as shown below which is also known as an anonymous method.

listEmployees.Sort**(delegate** **(**Employee e1, Employee e2**)**

**{**

**return** e1.Gender.CompareTo**(**e2.Gender**)**;

**})**;

**Approach3:**

The code in Approach2 can be further simplified using the lambda expression as shown below.

**listCutomers.Sort((x, y) => x.ID.CompareTo(y.ID));**

**The complete code for Approach2 and 3 is given below.**

**namespace** *ListCollectionSortReverseMethodDemo*

**{**

**public** **class** Program

**{**

**public** **static** **void** Main**()**

**{**

Employee emp1 = new Employee**()**

**{**

ID = 101,

Name = "Pranaya",

Gender = "Male",

Salary = 5000

**}**;

Employee emp2 = new Employee**()**

**{**

ID = 102,

Name = "Priyanka",

Gender = "Female",

Salary = 7000

**}**;

Employee emp3 = new Employee**()**

**{**

ID = 103,

Name = "Anurag",

Gender = "Male",

Salary = 4500

**}**;

Employee emp4 = new Employee**()**

**{**

ID = 104,

Name = "Sambit",

Gender = "Male",

Salary = 6500

**}**;

Employee emp5 = new Employee**()**

**{**

ID = 105,

Name = "Hina",

Gender = "Female",

Salary = 7500

**}**;

Employee emp6 = new Employee**()**

**{**

ID = 106,

Name = "Tarun",

Gender = "Male",

Salary = 6000

**}**;

List**<**Employee**>** listEmployees = new List**<**Employee**>()**;

listEmployees.Add**(**emp1**)**;

listEmployees.Add**(**emp2**)**;

listEmployees.Add**(**emp3**)**;

listEmployees.Add**(**emp4**)**;

listEmployees.Add**(**emp5**)**;

listEmployees.Add**(**emp6**)**;

Console.WriteLine**(**"Employees before sorting"**)**;

**foreach** **(**Employee employee in listEmployees**)**

**{**

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender = {2}, Salary = {3}",

employee.ID, employee.Name, employee.Gender, employee.Salary**)**;

**}**

//Apprach2

//Using Anonymous methid

//listEmployees.Sort(delegate (Employee e1, Employee e2)

// {

// return e1.Gender.CompareTo(e2.Gender);

// });

//Approach3

//using Lambda Expression

listEmployees.Sort**((**x, y**)** =**>** x.Gender.CompareTo**(**y.Gender**))**;

Console.WriteLine**(**"Employees After sorting"**)**;

**foreach** **(**Employee employee in listEmployees**)**

**{**

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender = {2}, Salary = {3}",

employee.ID, employee.Name, employee.Gender, employee.Salary**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** string Gender **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**}**

**}**

**OUTPUT:**
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**List Class important methods in C#**

**Generic List Class important methods in C#**

In this article, we will discuss some Generic List Class important methods.

**TrueForAll():**

This method returns true or false depending on whether if every element in the list matches the conditions defined by the specified predicate.

**AsReadOnly():**

This method returns a read-only wrapper for the current collection. Use this method, if you don’t want the client to modify the collection i.e. add or remove any elements from the collection. The ReadOnlyCollection will not have methods to add or remove items from the collection. We can only read items from this collection.

**TrimExcess():**

This method sets the capacity to the actual number of elements in the List if that number is less than a threshold value.

**According to MSDN:**

This method can be used to minimize a collection’s memory overhead if no new elements will be added to the collection. The cost of reallocating and copying a large List<T> can be considerable, however, so the TrimExcess method does nothing if the list is at more than 90 percent of capacity. This avoids incurring a large reallocation cost for a relatively small gain. The current threshold is 90 percent, but this could change in the future.

**Let us understand the above methods with an example.**

**namespace** *ListCollectionMethodDemo*

**{**

**public** **class** Program

**{**

**public** **static** **void** Main**()**

**{**

Employee emp1 = new Employee**()**

**{**

ID = 101,

Name = "Pranaya",

Gender = "Male",

Salary = 5000

**}**;

Employee emp2 = new Employee**()**

**{**

ID = 102,

Name = "Priyanka",

Gender = "Female",

Salary = 7000

**}**;

Employee emp3 = new Employee**()**

**{**

ID = 103,

Name = "Anurag",

Gender = "Male",

Salary = 4500

**}**;

Employee emp4 = new Employee**()**

**{**

ID = 104,

Name = "Sambit",

Gender = "Male",

Salary = 6500

**}**;

List**<**Employee**>** listEmployees = new List**<**Employee**>(**100**)**;

listEmployees.Add**(**emp1**)**;

listEmployees.Add**(**emp2**)**;

listEmployees.Add**(**emp3**)**;

listEmployees.Add**(**emp4**)**;

//TrueForAll

Console.WriteLine**(**"Are all salaries greater than 5000: "

+ listEmployees.TrueForAll**(**x =**>** x.Salary **>** 5000**))**;

// ReadOnlyCollection will not have Add() or Remove() methods

System.Collections.ObjectModel.ReadOnlyCollection**<**Employee**>**

readOnlyEmployees = listEmployees.AsReadOnly**()**;

Console.WriteLine**(**"Total Items in ReadOnlyCollection = " +

readOnlyEmployees.Count**)**;

// listEmployees list is created with an initial capacity of 50

// but only 4 items are in the list. The filled percentage is

// less than 90 percent threshold.

Console.WriteLine**(**"List capacity before invoking TrimExcess = " +

listEmployees.Capacity**)**;

// Invoke TrimExcess() to set the capacity to the actual

// number of elements in the List

listEmployees.TrimExcess**()**;

Console.WriteLine**(**"List capacity After invoking TrimExcess = " +

listEmployees.Capacity**)**;

Console.ReadKey**()**;

**}**

**}**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** string Gender **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**}**

**}**

**OUTPUT:**
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**Dictionary in C#**

**Generic Dictionary in C# with Examples**

In this article, I am going to discuss **Generic Dictionary in C#** with examples. Please read our previous article where we discussed [**Generic List Collection Class**](https://dotnettutorials.net/lesson/list-collection-csharp/) in detail. At the end of this article, you will understand what exactly the Generic Dictionary is and when and how to use Dictionary in C# with examples.

**What is Dictionary in C#?**

The Dictionary in C# is a Collection class same as [**HashTable**](https://dotnettutorials.net/lesson/hashtable-csharp/)i.e. used to store the data in the form of Key-Value Pairs, but here while creating the dictionary object we need to specify the type for the keys as well as the type for values also. The Syntax is given below:

**Dictionary<TKey, TValue> di = new Dictionary<string, object>();**

**Example to Understand Dictionary Collection class:**

Let us understand the Generic Dictionary Collection class in C# with an example. Modify the Program class as shown below. As you can see in the below code, here, we created a dictionary object by specifying the key type as string and value type as an object.

**namespace** *DictionaryCollectionDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Dictionary represents a collection of keys and values

Dictionary**<**string, **object>** di = new Dictionary**<**string, **object>()**;

//adds the specified key and value to the dictionary

di.Add**(**"Eno", 1001**)**;

di.Add**(**"Ename", "Pranaya"**)**;

di.Add**(**"Job", "Developer"**)**;

di.Add**(**"Salary", 7500**)**;

di.Add**(**"Location", "Mumbai"**)**;

//Loopig through each keys to get the values

**foreach** **(**string key in di.Keys**)**

**{**

Console.WriteLine**(**key + " : " + di**[**key**])**;

**}**

Console.WriteLine**()**;

//removes the specified key with the value from the dictionary

Console.WriteLine**(**"After Removing the Job Key : "**)**;

di.Remove**(**"Job"**)**;

**foreach** **(**string key in di.Keys**)**

**{**

Console.WriteLine**(**key + " : " + di**[**key**])**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output**:
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**Points to Remember while working with Dictionary Generic Collection:**

1. A dictionary is a collection of **key-value** pairs.
2. The Dictionary Generic Collection class is present in **System.Collections.Generic** namespace.
3. When creating a dictionary, we need to specify the **type for the key** and as well as **type for the value**.
4. The fastest way to find a value in a dictionary is by using the keys.
5. Keys in a dictionary must be unique.

**Example: Dictionary Key as Integer and Value as Complex Type in C#**

Let’s use see an example of dictionary generic collection using the key as an integer and values as a complex type. The below example code is self-explained. Please go through the comment lines.

**namespace** *DictionaryCollectionDemo*

**{**

**public** **class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Create Employee object

Employee emp1 = new Employee**()**

**{**

ID = 101,

Name = "Pranaya",

Gender = "Male",

Salary = 20000

**}**;

Employee emp2 = new Employee**()**

**{**

ID = 102,

Name = "Priyanka",

Gender = "Female",

Salary = 30000

**}**;

Employee emp3 = new Employee**()**

**{**

ID = 103,

Name = "Anurag",

Gender = "Male",

Salary = 40000

**}**;

// Create a Dictionary collection where

// Employee ID is the key and the key Type is int

// Employee object is the value and the value Type is Employee

Dictionary**<int**, Employee**>** dictionaryEmployees = new Dictionary**<int**, Employee**>()**;

// Add Employee objects to the dictionary collection

// Employee ID is the key and the employee object is the value

dictionaryEmployees.Add**(**emp1.ID, emp1**)**;

dictionaryEmployees.Add**(**emp2.ID, emp2**)**;

dictionaryEmployees.Add**(**emp3.ID, emp3**)**;

// Retrieve the value (i.e. Employee object) from the dictionary

// using the key (i.e. Employee ID).

// The fastest way to get a value from the dictionary is by using its key

Employee employee101 = dictionaryEmployees**[**101**]**;

Console.WriteLine**(**"Employee 101 in employee dictionary"**)**;

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender = {2}, Salary = {3}",

employee101.ID, employee101.Name, employee101.Gender, employee101.Salary**)**;

Console.WriteLine**()**;

// It is also possible to loop thru each key/value pair in a dictionary

Console.WriteLine**(**"All Employees keys and values in employee dictionary"**)**;

**foreach** **(**KeyValuePair**<int**, Employee**>** employeeKeyValuePair in dictionaryEmployees**)**

**{**

Console.WriteLine**(**"Key = " + employeeKeyValuePair.Key**)**;

Employee emp = employeeKeyValuePair.Value;

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender ={2}, Salary = {3}",

emp.ID, emp.Name, emp.Gender, emp.Salary**)**;

**}**

Console.WriteLine**()**;

// We can also use implicitly typed variable var to loop thru

// each key/value pair in a dictionary.

// But try to avoid using var, as this makes our code less readable

Console.WriteLine**(**"All Employees keys and values in employee dictionary"**)**;

**foreach** **(**var employeeKeyValuePair in dictionaryEmployees**)**

**{**

Console.WriteLine**(**"Key = " + employeeKeyValuePair.Key**)**;

Employee emp = employeeKeyValuePair.Value;

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender ={2}, Salary = {3}",

emp.ID, emp.Name, emp.Gender, emp.Salary**)**;

**}**

Console.WriteLine**()**;

// To get all the keys in the dictionary we have to use the keys properties

// of dictionaryCustomers object as shown below

Console.WriteLine**(**"All Keys in Employee Dictionary"**)**;

**foreach** **(int** key in dictionaryEmployees.Keys**)**

**{**

Console.WriteLine**(**key + " "**)**;

**}**

Console.WriteLine**()**;

// First get the keys, then get the values using the keys

Console.WriteLine**(**"All Keys and values in Employee Dictionary"**)**;

**foreach** **(int** key in dictionaryEmployees.Keys**)**

**{**

Console.WriteLine**(**key + " "**)**;

Employee emp = dictionaryEmployees**[**key**]**;

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender ={2}, Salary = {3}",

emp.ID, emp.Name, emp.Gender, emp.Salary**)**;

**}**

Console.WriteLine**()**;

//To get all the values in the dictionary use Values property

Console.WriteLine**(**"All employees objects in Employee Dictionary"**)**;

**foreach** **(**Employee emp in dictionaryEmployees.Values**)**

**{**

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender ={2}, Salary = {3}",

emp.ID, emp.Name, emp.Gender, emp.Salary**)**;

**}**

// If we try to add a key that already exists in the dictionary we will get an exception -

// An item with the same key has already been added. So, check if the key already exists

**if** **(**!dictionaryEmployees.ContainsKey**(**101**))**

**{**

dictionaryEmployees.Add**(**101, emp1**)**;

**}**

Console.WriteLine**()**;

// When accessing a dictionary value by key, make sure the dictionary contains the key,

// otherwise we will get KeyNotFound exception.

**if** **(**dictionaryEmployees.ContainsKey**(**110**))**

**{**

Employee emp = dictionaryEmployees**[**110**]**;

**}**

**else**

**{**

Console.WriteLine**(**"Key does not exist in the dictionary"**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** string Gender **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**}**

**}**

**Output:**
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**Collection Initializers in C#:**

This is a new feature added to C# 3.0 which allows initializing a collection directly at the time of declaration like an array. A Dictionary<TKey,TValue> contains a collection of key/value pairs. Its Add method takes two parameters, one for the key and one for the value. To initialize a **Dictionary<TKey, TValue>**, or any collection whose Add method takes multiple parameters, enclose each set of parameters in braces.

**Example:**

**namespace** *DictionaryCollectionDemo*

**{**

**public** **class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

// Collection initializer

// Initializing the collection directly at the time of declaration

Dictionary**<int**, Employee**>** dictionaryEmployees = new Dictionary**<int**, Employee**>()**

**{**

**{** 101, new Employee **{**ID=101, Name="Pranaya", Gender="Male", Salary = 20000**}}**,

**{** 102, new Employee **{**ID=101, Name="Priyanka", Gender="Female", Salary = 30000**}}**,

**{** 103, new Employee **{**ID=101, Name="Anurag", Gender="Male", Salary = 40000**}}**

**}**;

//To get all the values in the dictionary use Values property

Console.WriteLine**(**"All employees objects in Employee Dictionary"**)**;

**foreach** **(**Employee emp in dictionaryEmployees.Values**)**

**{**

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender ={2}, Salary = {3}",

emp.ID, emp.Name, emp.Gender, emp.Salary**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** string Gender **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**}**

**}**

**Output:**
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**Dictionary Class important Methods in C#:**

The Generic Dictionary Collection class stores the data in the form of key-value pairs. Now, let us see the following Dictionary class methods in detail.

**TryGetValue():**This method takes two parameters, one is the key and the other one is the value. The value type parameter is of type out parameter. If the key exists in the dictionary then it will return true and the value with that associated key is stored on the output variable. If you are not sure if a key is present or not in the dictionary, then you can use the TryGetValue() method to get the value from a dictionary because if you are not using TryGetValue then at that case you will get KeyNotFoundException

**Count():**The Count() function is used to find the total number of items in a dictionary.

**Remove():**If you want to remove an item from the dictionary collection, then you need to use the Remove() method.

**Clear():** The Clear() method is used to remove all the items from the dictionary.

**Note:** We will see how to use LINQ extension methods with Dictionary and different ways to convert an array into a dictionary.

**Example to understand the above methods.**

The code is self-explained. Please go through the comments.

**namespace** *DictionaryCollectionDemo*

**{**

**public** **class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Create Employee object

Employee emp1 = new Employee**()**

**{**

ID = 101,

Name = "Pranaya",

Gender = "Male",

Salary = 20000

**}**;

Employee emp2 = new Employee**()**

**{**

ID = 102,

Name = "Priyanka",

Gender = "Female",

Salary = 30000

**}**;

Employee emp3 = new Employee**()**

**{**

ID = 103,

Name = "Anurag",

Gender = "Male",

Salary = 40000

**}**;

// Create a Dictionary collection where

// Employee ID is the key and the key Type is int

// Employee object is the value and the value Type is Employee

Dictionary**<int**, Employee**>** dictionaryEmployees = new Dictionary**<int**, Employee**>()**;

// Add Employee objects to the dictionary collection

// Employee ID is the key and the employee object is the value

dictionaryEmployees.Add**(**emp1.ID, emp1**)**;

dictionaryEmployees.Add**(**emp2.ID, emp2**)**;

dictionaryEmployees.Add**(**emp3.ID, emp3**)**;

// If you are not sure if a key is present or not in the dictionary,

// then you can use the TryGetValue() method to get the value from a dictionary because

// if you are not using TryGetValue then at that case you will get KeyNotFoundException

Employee emp777;

**if** **(**dictionaryEmployees.TryGetValue**(**777, out emp777**))**

**{**

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender ={2}, Salary = {3}",

emp777.ID, emp777.Name, emp777.Gender, emp777.Salary**)**;

**}**

**else**

**{**

Console.WriteLine**(**"Employee with Key = 777 is not found in the dictionary"**)**;

Console.WriteLine**()**;

**}**

// To find the total number of items in a dictionary use Count() method

Console.WriteLine**(**"Total items in Employee Dictionary = {0}", dictionaryEmployees.Count**())**;

// Or You can use the Count Property

// Console.WriteLine("Total items in Employee Dictionary = {0}", dictionaryEmployees.Count);

Console.WriteLine**()**;

// LINQ extension methods can also be used with the Dictionary.

// For example, to find the total employees whose Gender is Male.

Console.WriteLine**(**"Total Employees in the dictionary where Gender is Male = {0}",

dictionaryEmployees.Count**(**kvp =**>** kvp.Value.Gender == "Male"**))**;

Console.WriteLine**()**;

// To remove an item from the dictionary, use Remove() method

dictionaryEmployees.Remove**(**101**)**;

// To remove all items from the dictionary, use Clear() method

dictionaryEmployees.Clear**()**;

//Now our dictionary is empty

// Create an array of employees with size 3

// Store the 3 employees into the array

Employee**[]** arrayEmployees = new Employee**[**3**]**;

arrayEmployees**[**0**]** = emp1;

arrayEmployees**[**1**]** = emp2;

arrayEmployees**[**2**]** = emp3;

// Convert Employee array to a dictionary using ToDictionary() method.

// In this example, key is Employee ID and the value is the employee object itself

Dictionary**<int**, Employee**>** dict = arrayEmployees.ToDictionary**(**employee =**>** employee.ID, employee =**>** employee**)**;

// OR

// Dictionary<int, Employee> dict = arrayEmployees.ToDictionary(employee => employee.ID);

//OR use a foreach loop

//Dictionary< int, Employee> dict = new Dictionary<int, Employee>();

//foreach (Employee emp in arrayEmployees)

//{

// dict.Add(emp.ID, emp);

//}

// Loop thru the dictionary and print the key/value pairs

**foreach** **(**KeyValuePair**<int**, Employee**>** kvp in dict**)**

**{**

Console.WriteLine**(**"Key = {0}", kvp.Key**)**;

Employee emp = kvp.Value;

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender ={2}, Salary = {3}",

emp.ID, emp.Name, emp.Gender, emp.Salary**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** string Gender **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**}**

**}**

**Output:**
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**Conversion Between Array List and Dictionary in C#**

**Conversion between Array List and Dictionary in C#**

In this article, we will discuss how to perform **Conversion Between Array List and Dictionary in C#**. Please read our previous article where we discussed [**Dictionary in C#**](https://dotnettutorials.net/lesson/dictionary-generic-collection-csharp/) with examples. As part of this article, we will discuss the following six things.

1. **Convert an array to a List – Use ToList() method**
2. **Convert a list to an array – Use ToArray() method**
3. **Convert a List to a Dictionary – Use ToDictionary() method**
4. **Convert an array to a Dictionary – Use ToDictionary() method**
5. **Convert a Dictionary to an array – Use ToArray() method on the Values Property of the dictionary object**
6. **Convert a Dictionary to a List – Use the ToList() method on the Values Property of the dictionary object**

**Let us understand this with an example.**

The code is self-explained. Please go through the comments.

**namespace** *DictionaryCollectionDemo*

**{**

**public** **class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Create Employee object

Employee emp1 = new Employee**()**

**{**

ID = 101,

Name = "Pranaya",

Gender = "Male",

Salary = 20000

**}**;

Employee emp2 = new Employee**()**

**{**

ID = 102,

Name = "Priyanka",

Gender = "Female",

Salary = 30000

**}**;

Employee emp3 = new Employee**()**

**{**

ID = 103,

Name = "Anurag",

Gender = "Male",

Salary = 40000

**}**;

// Create an array of employees with size 3

// Store the 3 employees into the array

Employee**[]** arrayEmployees = new Employee**[**3**]**;

arrayEmployees**[**0**]** = emp1;

arrayEmployees**[**1**]** = emp2;

arrayEmployees**[**2**]** = emp3;

// To convert an array to a List, use ToList() method

List**<**Employee**>** listEmployees = arrayEmployees.ToList**()**;

**foreach** **(**Employee emp in listEmployees**)**

**{**

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender ={2}, Salary = {3}",

emp.ID, emp.Name, emp.Gender, emp.Salary**)**;

**}**

Console.WriteLine**()**;

// To convert a List to an array, use ToLArray() method

Employee**[]** arrayAllEmployeesFromList = listEmployees.ToArray**()**;

**foreach** **(**Employee emp in arrayAllEmployeesFromList**)**

**{**

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender ={2}, Salary = {3}",

emp.ID, emp.Name, emp.Gender, emp.Salary**)**;

**}**

Console.WriteLine**()**;

// To convert a List to a Dictionary, use ToDictionary() method

Dictionary**<int**, Employee**>** dictionaryEmployees = listEmployees.ToDictionary**(**x =**>** x.ID**)**;

**foreach** **(**KeyValuePair**<int**, Employee**>** keyValuePairEmployees in dictionaryEmployees**)**

**{**

Console.WriteLine**(**"Key = {0}", keyValuePairEmployees.Key**)**;

Employee emp = keyValuePairEmployees.Value;

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender ={2}, Salary = {3}",

emp.ID, emp.Name, emp.Gender, emp.Salary**)**;

**}**

Console.WriteLine**()**;

// To convert an array to a Dictionary, use ToDictionary() method

Dictionary**<int**, Employee**>** dictionaryEmployeesFromArray = arrayEmployees.ToDictionary**(**employee =**>** employee.ID, employee =**>** employee**)**;

// Loop thru the dictionary and print the key/value pairs

**foreach** **(**KeyValuePair**<int**, Employee**>** kvp in dictionaryEmployeesFromArray**)**

**{**

Console.WriteLine**(**"Key = {0}", kvp.Key**)**;

Employee emp = kvp.Value;

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender ={2}, Salary = {3}",

emp.ID, emp.Name, emp.Gender, emp.Salary**)**;

**}**

// To Convert a dictionaty to an array, use ToArray method on the Values

// Peoperty of the dictionary object

Employee**[]** arrayAllEmployeesFromDictionary = dictionaryEmployeesFromArray.Values.ToArray**()**;

**foreach** **(**Employee emp in arrayAllEmployeesFromDictionary**)**

**{**

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender ={2}, Salary = {3}",

emp.ID, emp.Name, emp.Gender, emp.Salary**)**;

**}**

Console.WriteLine**()**;

// To Convert a dictionary to a List, use To List method on the Values

// Property of the dictionary object

List**<**Employee**>** listAllEmployeesFromDictionary = dictionaryEmployeesFromArray.Values.ToList**()**;

**foreach** **(**Employee emp in listAllEmployeesFromDictionary**)**

**{**

Console.WriteLine**(**"ID = {0}, Name = {1}, Gender ={2}, Salary = {3}",

emp.ID, emp.Name, emp.Gender, emp.Salary**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** string Gender **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**}**

**}**

**Output:**
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**List vs Dictionary in C#**

**List vs Dictionary in C# with Examples**

In this article, I am going to discuss **List vs Dictionary in C#** with Examples. Please read our previous article where we discussed [**Conversion Between Array List and Dictionary**](https://dotnettutorials.net/lesson/conversion-between-array-list-and-dictionary-csharp/) in C#. At the end end of this article, you will understand the difference between List and Dictionary as well as you will understand when to use List over Dictionary and vice-versa.

**List vs Dictionary in C#**

Both lists and dictionaries belong to Generics collections that is used to store collections of data. Both **Dictionary <TKey, TValue>** and **List <T>** are similar both have random access data structures on top of the .NET framework. The Dictionary is based on a hash table that means it uses a hash lookup, which is an efficient algorithm to look up things, on the other hand, a list, has to go and check element by element until it finds the result from the beginning. In this article, we will discuss List vs Dictionary in C#. When comparing with the List data structure, the dictionary is always a more or less fixed lookup time.

**Let’s go into the details.**

The Dictionary uses the hashing algorithm to search for the element (data). A Dictionary first calculates a hash value for the key and this hash value leads to the target data bucket. After that, each element in the bucket needs to be checked for equality. But actually, the list will be faster than the dictionary on the first item search because nothing to search in the first step. But in the second step, the list has to look through the first item and then the second item. So each step of the lookup takes more and more time. The larger the list, the longer it takes. Of course, the Dictionary in principle has a faster lookup with O(1) while the lookup performance of a List is an O(n) operation.

The Dictionary maps a key to a value and cannot have duplicate keys, whereas a list just contains a collection of values. Also, Lists allow duplicate items and support linear traversal.

Consider the following example:  
**Dictionary<string, int> dictionary = new Dictionary<string, int>();**  
**List<int> newList = new List<int>();**

Add data to the list  
**newList.Add(data);**

A list can simply add the item at the end of the existing list item. Add data to the Dictionary  
**dictionary.Add(key, data);**

When you add data to a Dictionary, you should specify a unique key to the data so that it can be uniquely identified.

A Dictionary has a unique identifier, so whenever you look up a value in a Dictionary, the runtime must compute a hash code from the key. This optimized algorithm is implemented by some low-level bit shifting or modulo divisions. We determine the point at which Dictionary becomes more efficient for lookups than List.

**Example to understand List vs Dictionary in C#:**

The Find() method of the List class loops thru each object in the list until a match is found. So, if we want to look up a value using a key, then a dictionary is better for performance over the list. So, we need to use a dictionary when we know the collection will be primarily used for lookups.

**namespace** *DictionaryCollectionDemo*

**{**

**public** **class** Program

**{**

**public** **static** **void** Main**()**

**{**

Country country1 = new Country**()**

**{**

Code = "AUS",

Name = "AUSTRALIA",

Capital = "Canberra"

**}**;

Country country2 = new Country**()**

**{**

Code = "IND",

Name = "INDIA ",

Capital = "New Delhi"

**}**;

Country country3 = new Country**()**

**{**

Code = "USA",

Name = "UNITED STATES",

Capital = "Washington D.C."

**}**;

Country country4 = new Country**()**

**{**

Code = "GBR",

Name = "UNITED KINGDOM",

Capital = "London"

**}**;

Country country5 = new Country**()**

**{**

Code = "CAN",

Name = "CANADA",

Capital = "Ottawa"

**}**;

//List<Country> listCountries = new List<Country>();

//listCountries.Add(country1);

//listCountries.Add(country2);

//listCountries.Add(country3);

//listCountries.Add(country4);

//listCountries.Add(country5);

Dictionary**<**string, Country**>** dictionaryCountries = new Dictionary**<**string, Country**>()**;

dictionaryCountries.Add**(**country1.Code, country1**)**;

dictionaryCountries.Add**(**country2.Code, country2**)**;

dictionaryCountries.Add**(**country3.Code, country3**)**;

dictionaryCountries.Add**(**country4.Code, country4**)**;

dictionaryCountries.Add**(**country5.Code, country5**)**;

string strUserChoice = string.Empty;

**do**

**{**

Console.WriteLine**(**"Please enter country code"**)**;

string strCountryCode = Console.ReadLine**()**.ToUpper**()**;

// Find() method of the list class loops thru each object in the list until a match is found. So, if we want to

// lookup a value using a key dictionary is better for performance over list.

// Country resultCountry = listCountries. Find(country => country.Code == strCountryCode);

Country resultCountry = dictionaryCountries.ContainsKey**(**strCountryCode**)** ? dictionaryCountries**[**strCountryCode**]** : **null**;

**if** **(**resultCountry == **null)**

**{**

Console.WriteLine**(**"The country code you entered does not exist"**)**;

**}**

**else**

**{**

Console.WriteLine**(**"Name = " + resultCountry.Name + " Captial =" + resultCountry.Capital**)**;

**}**

**do**

**{**

Console.WriteLine**(**"Do you want to continue - YES or NO?"**)**;

strUserChoice = Console.ReadLine**()**.ToUpper**()**;

**}**

**while** **(**strUserChoice != "NO" && strUserChoice != "YES"**)**;

**}**

**while** **(**strUserChoice == "YES"**)**;

// Console.ReadKey();

**}**

**}**

**public** **class** Country

**{**

**public** string Name **{** **get**; **set**; **}**

**public** string Code **{** **get**; **set**; **}**

**public** string Capital **{** **get**; **set**; **}**

**}**

**}**

**Output:**
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**Generic Stack in C#**

**Generic Stack in C# with Examples**

In this article, I am going to discuss **Generic Stack in C#** with examples. Please read our previous article where we discussed the difference between [**List vs Dictionary**](https://dotnettutorials.net/lesson/dictionary-vs-list-csharp/) in detail. At the end of this article, you will understand what exactly Generic Stack is and when and how to use Generic Stack in C# with examples.

**What is Generic Stack in C#?**

The **Generic Stack** in C# is a collection class which works on the principle of Last In First Out (LIFO) and this class is present in **System.Collections.Generic** namespace.

This Stack collection class is analogous to a stack of plates. For example, if we want to add a new plate to the stack of plates, then we will only place it on top of all the already existing plates. Similarly, if we want to remove a plate from the stack, then we will only remove the one that we have last added. The stack collection class also operates in the similar fashion. The last item to be added (pushed) to the stack will be the first item to be removed (popped) from the stack.

**Methods of Generic Stack Class:**

To insert an item at the top of the stack, we need to use the**Push()** method. Similarly, to remove and return the item that is present at the top of the stack, use**Pop()** method.

We can use a foreach loop to iterate thru all the items of a stack. The items from the stack are retrieved inLIFO(Last In First Out), order. The last element added to the Stack is the first item to be removed. To check if an item exists in the stack, use**Contains()** method.

**What is the difference between Pop() and Peek() methods?**

The Pop() method removes and returns the item at the top of the stack, whereas the Peek() method returns the item from the top of the stack, without removing it.

**Understanding the Generic Stack collection class with an example.**

Let us understand the Generic Stack Collection class with an example. Create one console application and then copy and paste the following code in the Program class. The following code is self-explained, so please go through the comments.

**namespace** *GenericStackDemo*

**{**

**public** **class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Create Employee object

Employee emp1 = new Employee**()**

**{**

ID = 101,

Name = "Pranaya",

Gender = "Male",

Salary = 20000

**}**;

Employee emp2 = new Employee**()**

**{**

ID = 102,

Name = "Priyanka",

Gender = "Female",

Salary = 30000

**}**;

Employee emp3 = new Employee**()**

**{**

ID = 103,

Name = "Anurag",

Gender = "Male",

Salary = 40000

**}**;

Employee emp4 = new Employee**()**

**{**

ID = 104,

Name = "Sambit",

Gender = "Female",

Salary = 40000

**}**;

Employee emp5 = new Employee**()**

**{**

ID = 105,

Name = "Preety",

Gender = "Female",

Salary = 50000

**}**;

// Create a Generic Stack of Employees

Stack**<**Employee**>** stackEmployees = new Stack**<**Employee**>()**;

// To add an item into the stack, use the Push() method.

// emp1 is inserted at the top of the stack

stackEmployees.Push**(**emp1**)**;

// emp2 will be inserted on top of emp1 and now is on top of the stack

stackEmployees.Push**(**emp2**)**;

// emp3 will be inserted on top of emp2 and now is on top of the stack

stackEmployees.Push**(**emp3**)**;

// emp4 will be inserted on top of emp3 and now is on top of the stack

stackEmployees.Push**(**emp4**)**;

// emp5 will be inserted on top of emp4 and now is on top of the stack

stackEmployees.Push**(**emp5**)**;

// If you need to loop thru each items in the stack, then we can use the foreach loop

// in the same way as we use it with other collection classes.

// The foreach loop will only iterate thru the items in the stack, but will not remove them.

// Notice that the items from the stack are retrieved in LIFO (Last In First Out), order.

// The last element added to the Stack is the first one to be removed.

Console.WriteLine**(**"Retrive Using Foreach Loop"**)**;

**foreach** **(**Employee emp in stackEmployees**)**

**{**

Console.WriteLine**(**emp.ID + " - " + emp.Name + " - " + emp.Gender + " - " + emp.Salary**)**;

Console.WriteLine**(**"Items left in the Stack = " + stackEmployees.Count**)**;

**}**

Console.WriteLine**(**"------------------------------"**)**;

// To retrieve an item from the stack, use the Pop() method.

// This method removes and returns an object at the top of the stack.

// Since emp5 object is the one that is pushed onto the stack last, this object will be

// first to be removed and returned from the stack by the Pop() method

Console.WriteLine**(**"Retrive Using Pop Method"**)**;

Employee e1 = stackEmployees.Pop**()**;

Console.WriteLine**(**e1.ID + " - " + e1.Name + " - " + e1.Gender + " - " + e1.Salary**)**;

Console.WriteLine**(**"Items left in the Stack = " + stackEmployees.Count**)**;

Employee e2 = stackEmployees.Pop**()**;

Console.WriteLine**(**e2.ID + " - " + e2.Name + " - " + e2.Gender + " - " + e2.Salary**)**;

Console.WriteLine**(**"Items left in the Stack = " + stackEmployees.Count**)**;

Employee e3 = stackEmployees.Pop**()**;

Console.WriteLine**(**e3.ID + " - " + e3.Name + " - " + e3.Gender + " - " + e3.Salary**)**;

Console.WriteLine**(**"Items left in the Stack = " + stackEmployees.Count**)**;

Employee e4 = stackEmployees.Pop**()**;

Console.WriteLine**(**e4.ID + " - " + e4.Name + " - " + e4.Gender + " - " + e4.Salary**)**;

Console.WriteLine**(**"Items left in the Stack = " + stackEmployees.Count**)**;

Employee e5 = stackEmployees.Pop**()**;

Console.WriteLine**(**e5.ID + " - " + e5.Name + " - " + e5.Gender + " - " + e5.Salary**)**;

Console.WriteLine**(**"Items left in the Stack = " + stackEmployees.Count**)**;

Console.WriteLine**(**"------------------------------"**)**;

// Now there will be no items left in the stack.

// So, let's push the five objects once again

stackEmployees.Push**(**emp1**)**;

stackEmployees.Push**(**emp2**)**;

stackEmployees.Push**(**emp3**)**;

stackEmployees.Push**(**emp4**)**;

stackEmployees.Push**(**emp5**)**;

// To retrieve an item that is present at the top of the stack,

// without removing it, then use the Peek() method.

Console.WriteLine**(**"Retrive Using Peek Method"**)**;

Employee e105 = stackEmployees.Peek**()**;

Console.WriteLine**(**e105.ID + " - " + e105.Name + " - " + e105.Gender + " - " + e105.Salary**)**;

Console.WriteLine**(**"Items left in the Stack = " + stackEmployees.Count**)**;

Employee e104 = stackEmployees.Peek**()**;

Console.WriteLine**(**e104.ID + " - " + e104.Name + " - " + e104.Gender + " - " + e104.Salary**)**;

Console.WriteLine**(**"Items left in the Stack = " + stackEmployees.Count**)**;

Console.WriteLine**(**"------------------------------"**)**;

// To check if an item exists in the stack, use Contains() method.

**if** **(**stackEmployees.Contains**(**emp3**))**

**{**

Console.WriteLine**(**"Emp3 is in stack"**)**;

**}**

**else**

**{**

Console.WriteLine**(**"Emp3 is not in stack"**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** string Gender **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**}**

**}**

**OUTPUT:**
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**Generic Queue in C#**

**Generic Queue in C# with Examples**

In this article, I am going to discuss **Generic Queue in C#** with examples. Please read our previous article where we discussed the [**Generic Stack Collection Class**](https://dotnettutorials.net/lesson/generic-stack-csharp/) in detail. At the end of this article, you will understand what exactly Generic Queue is and when and how to use Generic Queue in C# with examples.

**What is Generic Queue in C#?**

The **Generic Queue** is a collection class which works on the principle of **First In First Out (FIFO)** and this class is present in **System.Collections.Generic** namespace.

The Queue collection class is analogous to a queue at the ATM machine to withdraw money. The order, on which people queue up, will be the order in which they will be able to get out of the queue and withdraw money from the ATM.

The Queue collection class also operates in the same fashion. The first item to be added (enqueued) to the queue, will be the first item to be removed (dequeued) from the Queue.

**Methods of Generic Queue class in C#:**

To add items to the end of the queue, use the **Enqueue()** method. Similarly, to remove an item that is present at the beginning of the queue, use **Dequeue()** method. A foreach loop will iterate thru all the items in the queue, but will not remove them from the queue. To check if an item, exists in the queue, use **Contains()** method.

**What is the difference between Dequeue() and Peek() methods?**

The Dequeue() method removes and returns the item at the beginning of the queue, whereas the Peek() method returns the item at the beginning of the queue, without removing it.

**Understanding the Generic Queue Collection class with an example.**

Let us understand the Generic Queue Collection class with an example. First, create one console application and then modify the Program class as shown below. The following code is self-explained, so please go through the comments.

**namespace** *GenericQueueDemo*

**{**

**public** **class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Create Employee object

Employee emp1 = new Employee**()**

**{**

ID = 101,

Name = "Pranaya",

Gender = "Male",

Salary = 20000

**}**;

Employee emp2 = new Employee**()**

**{**

ID = 102,

Name = "Priyanka",

Gender = "Female",

Salary = 30000

**}**;

Employee emp3 = new Employee**()**

**{**

ID = 103,

Name = "Anurag",

Gender = "Male",

Salary = 40000

**}**;

Employee emp4 = new Employee**()**

**{**

ID = 104,

Name = "Sambit",

Gender = "Female",

Salary = 40000

**}**;

Employee emp5 = new Employee**()**

**{**

ID = 105,

Name = "Preety",

Gender = "Female",

Salary = 50000

**}**;

// Create a Generic Queue of Employees

Queue**<**Employee**>** queueEmployees = new Queue**<**Employee**>()**;

// To add an item into the queue, use the Enqueue() method.

// emp1 is added first, so this employee, will be the first to get out of the queue

queueEmployees.Enqueue**(**emp1**)**;

// emp2 will be queued up next, so employee 2 will be second to get out of the queue

queueEmployees.Enqueue**(**emp2**)**;

// emp3 will be queued up next, so employee 3 will be third to get out of the queue

queueEmployees.Enqueue**(**emp3**)**;

// emp3 will be queued up next, so employee 4 will be fourth to get out of the queue

queueEmployees.Enqueue**(**emp4**)**;

// emp5 will be queued up next, so employee 5 will be fifth to get out of the queue

queueEmployees.Enqueue**(**emp5**)**;

// If you need to loop thru each items in the queue, then we can use the foreach loop

// in the same way as we use it with other collection classes.

// The foreach loop will only iterate thru the items in the queue, but will not remove them.

// Notice that the items from the queue are retrieved in FIFI (First In First Out), order.

// The First element added to the queue is the first one to be removed.

Console.WriteLine**(**"Retrive Using Foreach Loop"**)**;

**foreach** **(**Employee emp in queueEmployees**)**

**{**

Console.WriteLine**(**emp.ID + " - " + emp.Name + " - " + emp.Gender + " - " + emp.Salary**)**;

Console.WriteLine**(**"Items left in the Queue = " + queueEmployees.Count**)**;

**}**

Console.WriteLine**(**"------------------------------"**)**;

// To retrieve an item from the queue, use the Dequeue() method.

// Notice that the items are dequeued in the same order in which they were enqueued.

// Dequeue() method removes and returns the item at the beginning of the Queue.

// Since emp1 object is the one that is enqueued onto the queue first, this object will be

// first to be dequeued and returned from the queue by using Dequeue() method

Console.WriteLine**(**"Retrive Using Dequeue Method"**)**;

Employee e1 = queueEmployees.Dequeue**()**;

Console.WriteLine**(**e1.ID + " - " + e1.Name +" - "+ e1.Gender + " - " + e1.Salary**)**;

Console.WriteLine**(**"Items left in the Queue = " + queueEmployees.Count**)**;

Employee e2 = queueEmployees.Dequeue**()**;

Console.WriteLine**(**e2.ID + " - " + e2.Name + " - " + e2.Gender + " - " + e2.Salary**)**;

Console.WriteLine**(**"Items left in the Queue = " + queueEmployees.Count**)**;

Employee e3 = queueEmployees.Dequeue**()**;

Console.WriteLine**(**e3.ID + " - " + e3.Name + " - " + e3.Gender + " - " + e3.Salary**)**;

Console.WriteLine**(**"Items left in the Queue = " + queueEmployees.Count**)**;

Employee e4 = queueEmployees.Dequeue**()**;

Console.WriteLine**(**e4.ID + " - " + e4.Name + " - " + e4.Gender + " - " + e4.Salary**)**;

Console.WriteLine**(**"Items left in the Queue = " + queueEmployees.Count**)**;

Employee e5 = queueEmployees.Dequeue**()**;

Console.WriteLine**(**e5.ID + " - " + e5.Name + " - " + e5.Gender + " - " + e5.Salary**)**;

Console.WriteLine**(**"Items left in the Queue = " + queueEmployees.Count**)**;

Console.WriteLine**(**"------------------------------"**)**;

// Now there will be no items left in the queue.

// So, let's Enqueue the five objects once again

queueEmployees.Enqueue**(**emp1**)**;

queueEmployees.Enqueue**(**emp2**)**;

queueEmployees.Enqueue**(**emp3**)**;

queueEmployees.Enqueue**(**emp4**)**;

queueEmployees.Enqueue**(**emp5**)**;

// To retrieve an item that is present at the beginning of the queue,

// without removing it, then use the Peek() method.

Console.WriteLine**(**"Retrive Using Peek Method"**)**;

Employee e101 = queueEmployees.Peek**()**;

Console.WriteLine**(**e101.ID + " - " + e101.Name + " - " + e101.Gender + " - " + e101.Salary**)**;

Console.WriteLine**(**"Items left in the Queue = " + queueEmployees.Count**)**;

Employee e103 = queueEmployees.Peek**()**;

Console.WriteLine**(**e103.ID + " - " + e103.Name + " - " + e103.Gender + " - " + e103.Salary**)**;

Console.WriteLine**(**"Items left in the Queue = " + queueEmployees.Count**)**;

Console.WriteLine**(**"------------------------------"**)**;

// To check if an item exists in the stack, use Contains() method.

**if** **(**queueEmployees.Contains**(**emp3**))**

**{**

Console.WriteLine**(**"Emp3 is in Queue"**)**;

**}**

**else**

**{**

Console.WriteLine**(**"Emp3 is not in queue"**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** string Gender **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**}**

**}**

**OUTPUT:**
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